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Abstract
Users are increasingly more mobile, using different e-mail systems in different places. Based on the results of an explorative study of task management in a user’s daily electronic life, and earlier work on information management in e-mail, we begin a restructuring of the domain of Internet e-mail. The purpose is to make it even more suitable for message-based communication in organizations, where many users, groups, and tasks are involved. By introducing the concept of tasks we hypothesize that e-mail can be made more usable for managing short-term interests of a user. We describe a design of a multi-agent architecture that supports the integration of disparate and distributed information sources. Our goal is to combine the information in the sources for the dynamic and automatic construction of classification and prioritization rules. A prototype implementing the architecture is tentatively described, which uses information from the user’s current electronic environment to manage her short-term interests.

1. Introduction
E-mail is extensively used for cooperative communication and work in both virtual and real organizations. The most commonly available software applications for managing e-mail today can provide a user with much value. For example, the e-mail client (the e-mail reader software) provides basic functionality to manage messages [24]: filtering (classifying and prioritizing) messages based on keywords found in message headers is common, as is the use of folders to store messages, and two-pane and three-pane display of folders and messages on the screen.

However, users with high mail traffic (say, 50–100 messages per day) and who also travel a lot and/or are associated with several different virtual or real groups experience problems. Typical problems include different functionality in the e-mail client and different rule sets for classifying messages, which both often depend on the current workplace. The electronic environments are different and so is the user’s role in each place or organization. The mostly unstructured messages with different kinds of information content, interaction patterns that can be very complex, and interaction partners that come and go that characterize e-mail, all imply respectively a strong need for support for more efficient management of e-mail messages.

While keyword-based filtering can be used to model a user’s long-term filtering needs, it is not satisfactory for modelling the short-term interests of a user, such as getting updates to meeting agendas or hearing back from people one has written to recently. Furthermore, in rule-based, user-driven filtering, where each user is responsible for filtering her own messages, the writing and updating of the filtering rules can be both complicated and time-consuming [16]. A user’s short-term interests are typically represented by rather concrete tasks that the user is performing, such as negotiation (deciding upon a meeting’s place, time, and contents) and information request. By introducing the concept of tasks we hypothesize that e-mail can be made more usable for managing short-term interests of a user.

The information about a user’s concrete daily tasks is available implicitly in different formats in the electronic environment. The information is stored in applications and sources ranging from the outgoing e-mail messages to the calendar manager and the address book/rolodex manager. The information can even be located on another computer in the network. This distributed nature of the information calls for a special kind of architecture. It should be possible to automatically coordinate applications and sources, and still keep the simplicity of e-mail use (composing and sending messages, reading, deleting, and storing messages, etc.). The distributed solution that we propose to use for modelling and implementation is agents. We also make learning a central component in the classification process.

The remainder of this paper is structured as follows. We begin with a background. We then present our agent architecture, which is based on a previously developed framework for task management in e-mail [25] and a continuation of our previously developed conceptual model.
for information management in e-mail [24]. We conclude the paper with conclusions and future work.

2. Background

2.1 An explorative study

Most users have developed their own strategies for handling e-mail [21]. Many also know how to define simple filtering rules based on keywords to classify messages, although it can be time-consuming and awkward [22]. This keyword-distribution-based approach is almost as effective as more sophisticated approaches [2][20]. However, the rules do not change to reflect daily or weekly activity, i.e., short-term interests [16].

In an explorative study we found that users are becoming increasingly mobile [23], which indicates that different rules are needed for different electronic environments and roles. A task can be defined as an exchange of more or less naturally chained messages. Small tasks can be contained within a thread of messages (usually with the same subject). A thread is a series of messages that are linked via the In-Reply-To or References headers to a specific root message (the initial message) [3]. Note, however, that the same Subject can occur in two different threads out of pure coincidence. Also, certain types of messages dominate certain tasks. For example, the action memo, or a Policy message [4] is typically used for delegating tasks within a project [6]. Hence, threads and message types can be employed to keep track of tasks. Furthermore, since the user may employ synchronous communication (e.g., telephone or ICQ [10]) in combination with e-mail, there has to be some way of explicitly marking a task (a thread) in e-mail as completed. This function mimics the kill files used in netnews.

2.2 An open system

Internet e-mail users have a common problem of confirming the deliverance of a message. This is a problem associated with the open architecture of Internet e-mail. Here, standards can be used—IETF is working with the introduction of message disposition notifications (MDNs) into the message header [5], which partly can solve the problem with delivery confirmation.

One of our main requirements is to keep the simplicity of use and open architecture of Internet-based e-mail from a user’s and a developer’s viewpoint, respectively. An open architecture or system is characterized by the dynamic changes of system structure [13]: components are not known in advance, they change and they are heterogeneous (implemented by different people, at different times, using different software tools and techniques). Legacy components need to interact: many different kinds of e-mail clients are available [24], a single user can be employing a different e-mail client depending on the place [25], and different sources are available to a user and her e-mail client depending on the computer account being used. In an open system with these characteristics, agents alleviate the work of both a developer and a user [13].

2.3 CAFE—our starting point

Previously, we have developed CAFE (a Categorization Assistant For E-mail), a conceptual model for information management in e-mail [24]. The user can explicitly tell the system her state of mind via three modes (fig. 1). The Cool mode (default) contains the traditional filtering of messages, including the user’s own folders. The Curious mode is invoked when the user has much time on her hand and she wishes to organize messages from, for example, a mailing list. The Busy mode is invoked at times of high stress and makes use of system-defined folders to organize new and unseen messages in priority order. An implementation of CAFE [24] required using a different information retrieval and filtering technique for each mode.

We are now extending CAFE, concentrating on the Busy mode, with the ultimate goal to refine and extend each of the modes in CAFE. In the Busy mode we have all new and unseen messages—and the interesting problem of modelling a user’s short-term interests. We are specifically interested in messages that a user puts on her to-do list, since these are often connected to tasks. While the Busy mode in CAFE classifies messages into prioritized folders, we now refine and extend it to classify messages according to a user’s current tasks. In other words, messages that belong to the same thread or conversation are grouped and made available to a user according to her current, short-term interests. Furthermore, to model the short-term interests, information in other relevant applications and

![Fig. 1: The conceptual model of CAFE.](image-url)
sources are also taken into account, and not only information in the form of e-mail messages.

3. An agent architecture

Our approach with accessing different electronically available sources (see previous section) in a user’s environment presents at least three complications [8]:

- **distribution**: not every classification can depend on data from one single source; fragments of useful information need to be combined
- **heterogeneity**: different sources may be using different access languages and protocols; for example, different words may be referring to the same concept
- **instability**: existing sources may be changing the format of their data, or changing their content.

So-called intelligent agents [13][21] are typically constructed to alleviate these complications. An example of a system that uses agents is Infomaster [8], which is a generic information integration tool for integrating existing information sources. For each type of information source (legacy component) a special program called agent wrapper is constructed that translates between the “language” of the information source and the core system [13]. The internal content language used by Infomaster is the knowledge interchange format (KIF) [7][15], a lisp-like language used for representing first order logic expressions. An example of a system utilizing “intelligent agents” before the concept was widely known is Information Lens [17], which helped users intelligently find, filter, sort, and prioritize e-mail messages. A hierarchy of semi-formal templates are used to structure messages. A multi-agent architecture transfers the burden or interoperation from the developers and users of programs to the programs themselves. This gives the illusion of centralization and homogeneity of information and makes the system flexible and scalable [7].

Our system for classifying e-mail messages (see fig. 3) is inspired by Infomaster’s multi-agent architecture. Two common and heterogeneous information sources are shown in the figure: the calendar manager and the outgoing e-mail messages. The facilitator is a special system program that coordinates the activities of the agents on one machine in a network. The interface of the e-mail client has an interface agent. The views are managed by the interface agent.

The classification process is shown in more detail in fig. 4. A new source (consisting of legacy code) is added to the system by writing a wrapper (see fig 2) and introducing it to the facilitator (the wrappers are the shaded ovals in fig. 3). The Shade KAPI in the figure is the interface to the agent messaging language [11]. In other words, a wrapper injects code into a program and makes it communicate in the agent messaging language.

There are three more basic agents in our architecture. To save space they are not shown in fig. 3 but instead shown in fig. 4, as part of the classification process: the information filtering (IF) agent, the information retrieval (IR) agent, and the personal database (PDB) agent. The PDB represents a user’s collection of previously received and stored messages, not necessarily stored on one single computer.

4. Towards a prototype: a worked example

In a prototype new and unseen messages are first parsed for “interesting” words, such as for example proper nouns and words in header and body that are not stopwords. This parsing is performed by the information filtering (IF) agent (see fig. 4). In this way message surrogates are created, together with an index. The other agents managing the outgoing messages and the data in the calendar (and any other sources) respectively also create indices. Because of computational reasons [18] the latter indices are created only once per day.

The learning agent combines the information in the indices (not shown in fig. 4) over new and unseen messages, and over the electronic sources, to automatically and dynamically construct the classification rules. Two learning processes are distinguished:

- learning rules for classifying messages into folders
- learning rules for prioritizing messages in folders.

Note that so-called negative examples are taken into account in both learning processes, i.e., when a user refiles one or more messages that have been improperly classified by the learning algorithm, the rules are updated accordingly. This is done so that future messages can be more correctly classified. The action of the user manually refiling messages is represented by the arrow from View to Personal Database in fig. 4.

A user’s task is initialized at the user’s request in either of two ways:
The user replies to an existing and already indexed message. The message and the reply to it are both placed in a separate folder.

The user composes a new message using a simple template [16] representing the wanted task. The message is moved to a separate folder representing current tasks of the user.

In these ways the user explicitly tells the system (via the interface agent) to keep track of the commencing exchange of messages that is going to represent the task. In both cases the messages (the reply and the new message respectively) are also logged, i.e., copied into the folder for outgoing messages. Furthermore, the classification rules are updated with information about the messages and their storage places.

When formatting a message for presentation to the user, features (header fields) that are more important for the current type of the message are reinforced (or suppressed, if the features are less important) by the interface agent. Furthermore, messages in threads representing tasks are indented, starting from the root message that initiated the task.

The user also explicitly tells the system when a task is finished by marking a message in the task and by, for example, pressing a key. The classification rules are updated and the learning agent “unlearns” what it knows about the task that has been finished.

At the user’s request, the interface agent would also possibly give feedback to the user about how and why a message has been classified and prioritized in relation to a task.

Fig 3: A multi-agent architecture for information integration in e-mail.

Fig. 4: The classification process.
5. Conclusion

Applications that can cooperate, coordinate and share their information with other applications, with or without user intervention, are in increasing demand. This is especially true in the distributed electronic world that we live in today.

A user’s short-term interests can dynamically be modelled (and without extra effort from the user) by using the data available in the user’s electronic environment (cf. [18]). Some examples of a user’s electronically available data sources are:

- messages in the user’s to-do folder (if it exists)
- the outgoing messages
- the address book
- the calendar tool
- the bookmarks of the web browser
- the database over employees in the organization.

We use an agent-based approach since agents enable the autonomous, dynamically adaptive and robust operation and interoperability among software systems [9], which is needed for our management of the different applications available in the electronic environment of a user. Furthermore, there is a set of semantically standardized interactions between static software systems provided in certain agent communication languages.

To summarize, the agent approach satisfies our needs specifically because:

- Internet e-mail is an open system
- we need techniques for negotiation and cooperation
- data and resources are distributed.

We have also made the idea of learning central to the classification process. Learning supports the high degree of adaptivity required in the special domain of e-mail while minimizing user intervention [20]. We have strived to follow three general requirements for the classification part of our system architecture—it should be:

- automatic: a user should not need to create classification rules manually
- dynamic: classification rules are updated accordingly when the electronic environment changes
- adaptive: the system improves with experience.

6. Future Work

We are now implementing a first, simple prototype of the agent architecture in Java [12]. We are considering the use of JATLite [11] (Java Agent Template, Lite) as a basic infrastructure for our agents. JATLite is a package of programs written in the Java language that allow users to quickly create new software “agents” that communicate robustly. We are also examining machine learning algorithms [2][19] and how to combine them with domain knowledge in the system.

To access the meanings and contents of messages we intend to make use of speech act theory (SAT) [1]. An early e-mail-based system that helped people structure conversations and track tasks using SAT is Coordinator, described by Winograd and Flores [26]. We intend to make use of SAT as a “container” for the task-specific information in a message, and at the same time keeping the simplicity of e-mail. The interface agent can accomplish this by using basic templates for detecting message types. The relationship between messages, templates, types, and tasks is shown in fig. 5. Message templates form the basis for giving structure to messages and for characterizing message types. The messages and the message types can in turn be used to characterize tasks and to find matching message templates.

We are looking at defining a version of FLBC, a Formal Language for Business Communication described by Kimbrough and Moore [14]. As argued in [14], it would be wise to attend to SAT if we are to develop general message handling systems.
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