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Abstract—Fundamental concepts of programming and data structures are usually taught with graphical tools such as simulations and animations. Confictive animations have been proposed to improve students’ understanding of programming concepts. In confictive animations, errors are introduced in the animations to motivate students to constantly check their knowledge against what is being animated. We have implemented a framework in an animation tool that allows the automatic generation of confictive animations of statements, expressions, and other programming constructs. The automatic generation is challenging due to the alternative paths execution can take and their side effects. The architecture of the tool consists of several layers that can alter the normal interpretation or visualization of the program. The framework and the tool have been evaluated by creating confictive animations of two programming concepts—for-loops and inheritance—and by running a set of 27 examples taken from Java textbooks. Of these, over two thirds (19) required no modification or only minor changes to create the confictive animations. The reasons that the remaining examples did not generate confictive animations automatically were divided between the layered architecture used and the example program itself.
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1 INTRODUCTION

Confictive animations form a new approach to the use of animations in programming education [1]. Confictive animations are created so that they do not animate faithfully what the programs intend to do. They aim to compel the student to review the animation critically by asking them to identify possible errors or mistakes in the animation.

Previously, program animation has been used to demonstrate the fundamental concepts of programming. Teachers present programming concepts along with their visual representation using program animation tools. Programs written by teachers or students are animated step by step showing how the computer executes its statements. Teachers can concentrate on the explanations as the tool provides the correct graphical representation. Students can later use these same tools to review the lessons or debug their own programs.

It is expected that students construct their knowledge as they write and visualize their own programs. Ben-Bassat Levy et al. [2] found that animations helped the “mediocre” students to express their knowledge and communicate with the teacher, but that weak and strong students did not benefit as much. Their study was carried out in a high school, and they emphasized that animations should be explicitly taught and explained, as they are not usually self-explanatory.

In another study, Moreno and Joy [3] used an animation tool (Jeliot 3) to support the lectures and assignments of a project-based course at a university. In this setting, they found that students often failed to use the tools properly and to understand the concepts represented in the animation. When asked about complex concepts such as object construction, students could not explain the steps depicted by the animation, but they still regarded the animation as useful. Their pragmatic approach to using the program animation tool was nonetheless useful for creating simple programs, since they used it as a debugger. However, the students appeared not to be making an effort to understand the concepts being animated, such as variables or loops.

When students visualize confictive animations and engage in detecting the errors, the intention is that they carefully follow the animation and check their knowledge and lecture notes with what happens on the screen. This kind of activity should motivate students to better understand programming concepts and their detailed implementation.

Common misconceptions that students have can potentially be corrected if students pay more attention to animations. For example, Sorva described misconceptions students held about variables in programming [4]. Program animations (in Jeliot 3) provide a self-contained visual explanation of what variables are and how they behave; however, the meaning may not be apparent unless the students observe the animation carefully.

Hundhausen et al. [5] reviewed the evaluations of algorithm animation tools found in the literature. Their meta review concluded that animations were usually positive for students’ attitudes, but not always beneficial for...
learning. They suggested that the importance of the animation is not what is animated, but how students interact with it, revealing the importance of engagement in animation tools. Thus, the lack of engagement is one of the problems found in current animation tools. Naps et al. [6] acknowledged this and developed a taxonomy of engagement for visualization tools consisting of six main levels of engagement: viewing, responding, changing, constructing, and representing.

When using animation tools, teachers often complain about the time-consuming task of creating animations of their own examples [7]. Ilhantola et al. reviewed the degree of effortlessness of visualization tools [8]. Their taxonomy includes three categories—scope, integrability, and interaction—which were deemed important by the surveyed educators when adapting visualization tools to their learning practice. The scope category evaluates whether the tool can be used in a single lecture, for a whole course, within a computing domain, or whether it does not impose any limit to where it is used. Integrability refers to the ability of the tool to integrate with the teaching environment, materials, and practices, e.g., the ability to run in several platforms, or for the animations to be customized. Finally, interaction is divided into two subcategories: the producer-tool interaction (time required to prepare a task with the tool), and the user-tool interaction (ways a user can interact with the produced task following the taxonomy described by Naps et al. [6]).

This paper presents a framework for creating conflictive animations, and describes its implementation in an existing programming animation tool, Jeliot 3. The resulting new tool has been named Jeliot ConAn, for conflictive animations. Adding conflictive animations to Jeliot 3 should increase the level of engagement of the student in an effortless manner for the instructor, so that conflictive animations can be used within the course scope, and with no changes to the instructor’s examples. Varied programming concepts, such as statements or expressions, are a possible source for conflicts in the framework. Jeliot 3 has a layered and interpretative architecture which provides the means to generate the conflictive animations for those concepts automatically.

First, the topic of programming animation and errors in education is presented, and Jeliot 3 is described in Sections 3 and 4. The following sections categorize conflictive animations and propose a framework to implement them in current program animation systems. An actual implementation of the framework in Jeliot 3 is described in Section 7, and both the framework and its implementation are evaluated in Section 8 according to its technical and effortlessness merits.

2 RELATED WORK

The concept of automatic generation of conflictive animations merges two previously separate threads—program animation tools and errors in education—which have not usually been considered together before. Program animation tools can automatically generate explanatory animations of programs, and these animations are usually correct as they have been used as means to convey knowledge. On the other hand, errors in education have been proposed as a way to engage students to become critical and deep thinkers [9].

In this section, we briefly describe the state of the art in programming animation tools, with special focus on how they are implemented. We also introduce how errors have been used up to now in education, especially in programming education.

2.1 Program Visualization

Automatic generation of program animations is possible with tools like Jeliot 3 [10], Problets [11], and WinHipe [12]. Algorithm animation tools like MatrixPro [13] allow the automatic creation of animations of certain data structures and operations on them.

WinHipe animates functional programs written in the Hope language. The animation consists of a step-by-step execution of the program showing how functional statements and expressions are evaluated. The animation displays the trace of the function calls in a tree. Each node in the tree represents a function call and contains the value of the parameters it has been called with. The animation is produced by a functional interpreter that generates each image after every step in the interpretation, resulting in an efficient but highly coupled implementation. Different visualization paradigms, or modifications to the current one, would require modifications to the Hope interpreter.

Jeliot 3 allows the user to visualize Java programs by producing a step-by-step animation of the program flow as it is executed by a Java interpreter. In this case, the interpreter and the animation are separated. The interpreter produces an intermediate code that is used to later direct the animation, and this is discussed in more detail in Section 3 and Fig. 1.

Kumar and Kasabov developed Problets [11], which are randomly generated C++ programs that include an animation and an explanation of its execution. Rather than focusing on the program flow as Jeliot 3 does, Problets’ animations focus on the data space, animating the changes to values of variables and changes to the execution stack. The implementation of Problets completely separates the animation from the execution using an Observer architecture. In the Observer architecture, the visualization engine observes when the values of structures relative to the executed
program (variables, method stack, ...) change, and then it updates the graphical representation accordingly.

Finally, the MatrixPro environment focuses on animating data structures and algorithms [13], such as sorting an array. Users can enter their own data sets and watch how the algorithm performs its operations in the selected data structure. The implementation of MatrixPro is based on the Model-View-Controller architecture, similar to the Observer architecture. This gives the necessary flexibility to visualize the same algorithm in different data structures.

Table 1 summarizes the main features of these environments. The last two columns specify whether the tool and its architecture provide support for generating multiple animations of the same source code, and whether an animation can go backwards seamlessly. In our case, we focus on creating tools for imperative or object-oriented programming (OOP), thus WinHipe and MatrixPro are not relevant. Both Problets and Jeliot 3 can provide automatic generation of program animations for the data space or data flow; however, the ability of Jeliot 3 to animate the control flow of a program makes it better suited to produce conflictive animations relative to those concepts (if statements, loops, ...).

<table>
<thead>
<tr>
<th>Tool</th>
<th>Paradigm</th>
<th>Architecture</th>
<th>Data Flow</th>
<th>Control Flow</th>
<th>Multiple visualization</th>
<th>Backward execution</th>
</tr>
</thead>
<tbody>
<tr>
<td>WinHipe</td>
<td>Functional</td>
<td>Interpreter</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>Jeliot 3</td>
<td>OOP</td>
<td>Interpreter</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Problets</td>
<td>OOP</td>
<td>Observer</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>MatrixPro</td>
<td>Algorithms</td>
<td>Model-View-Controller</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
<td></td>
</tr>
</tbody>
</table>

2.2 Errors in Education

Traditional education has focused on conveying correct information to students. A constructivist approach, on the other hand, views students as the ones constructing their own knowledge with the guidance of tutors [14]. In this setting, expressing oneself and making errors is encouraged. The process of debating about the concepts, and the different perceptions of them, helps students to form their own understanding. Postman argues that students would be more engaged in their own education if they were shown that people fail, make errors, and if they were encouraged to identify those errors [9].

Große and Renkl studied how fixing errors in incorrect worked examples could foster learning in physics education [15]. According to the study, far transfer of knowledge improved on those students with prior knowledge that used both correct and incorrect worked examples. The possible explanation given for this improvement is that "the contrasting features (here, the error) attract attention and elicit related learning processes." Moreover, students correcting the errors were not given any feedback on how to correct the error, and Große and Renkl suggest the use of a computer-based learning environment to link the incorrect and the correct solutions to provide the student with a self-assessment of their explanation.

Exercises that use incorrect code are common in programming education. Students are often asked to find and correct syntax or design errors [16]. These kinds of exercises are usually simple and do not assess the understanding of the dynamic behavior of programs. At different level, the MatrixPro algorithm simulation tool [13] contains an activity in which students are asked to work with a faulty implementation of a binary search tree. Students have to graphically add keys to the tree that will result in breaking one of the properties of such trees. This particular activity assesses not only whether the student understands how the correct implementation works, but also evaluates what makes a faulty binary tree. At the time of writing there is no published report on the effectiveness of this kind of activity.

In their taxonomy of “visual algorithm simulation exercises” [17], Korhonen and Malmi describe this Matrix-Pro activity as a “complete open question,” where all of the exercise components—the algorithm used, its input, and its output—are explicitly questioned. In the exercise, the algorithm would be devised by the student to be faulty. The student freely chooses input to simulate an algorithm that will result in a faulty output, a broken binary search tree. With this kind of activity, Korhonen and Malmi implicitly add a correctness dimension to their taxonomy, but it is not developed further.

Cognitive conflict activities, a technique commonly used in physics education, put the students in situations where they are faced with their misconceptions. According to cognitive conflict theory [18], students are then ready to accept a correct understanding as their own previous understanding has been shown to be not valid. In a recent study, Ma et al. [18] used cognitive conflict to solve comprehension issues with variable assignment. Students who held misconceptions were shown animations of correct assignments. Ma et al. found that cognitive conflict and animation help students to resolve misconceptions.

Ma et al. used animations to resolve a previously identified misconception or conflict. However, in our case, the animations will also create the conflicts automatically and students will be the ones self-assessing their knowledge and understanding.

3 JELIOT 3

In order to demonstrate the capabilities of conflictive animations in learning programming, we have used the Jeliot 3 program animation environment, which has been shown to be effective in improving the learning of elementary computer science and programming [2]. It visualizes Java programs automatically without any user
involved, and thus novices can start using Jeliot 3 on their first day of learning to program. Jeliot 3 supports the addition of “stop and think” questions, which ask the students about the result of executing the following statement or expression.

The user interface of Jeliot 3 is illustrated in Fig. 1. The source code editor is in the left-hand pane, while the right-hand pane is used to display the animation. VCR-like buttons to control the animation are located in the lower left corner. Fully dynamic animation of the data and control flow of the program is displayed, including every aspect of the program execution (e.g., method calls, object construction, and expression evaluation). The animation is created automatically from the source code, so that the student needs only to learn to use the control buttons in order to work with the tool.

Jeliot 3 requires each program to be assembled in one file, even if it contains several classes, before it is animated. A further restriction is the use of the libraries that are supported by Jeliot 3.

An animation in Jeliot consists of a step-by-step execution of the program and no step is omitted, and students can thus match every single line of code with its actual execution through the animation.

The Jeliot 3 animation pane is divided in four main areas: method area, evaluation area, constants area, and instance area. Method calls result in frames displayed in the method area, and these frames contain the local variables, which can hold primitive values or references to objects and arrays located in the object area. When an expression is to be evaluated (e.g., “a + b”), the values that the expression is composed of move from the method frame, object area, or constant area to the evaluation area, where the operation is executed and the result shown. In Jeliot 3, control flow statements (if statements, for loops, …) are animated in detail, and the user is informed of what is going to happen next (e.g., the else branch will be executed). Fig. 1 shows in the animation pane a reference to an object located in the instance area that is going to be assigned to a variable in the method frame. This object contains three primitive values.

Jeliot 3 has the potential to create conflictive animations either by altering the data flow, for example, by changing the values of the variables, or by altering the flow of the execution, such as by exiting the while loop when the condition is true. In Section 5, we present in more detail the possible levels of conflictive animations which can be applied in programming education.

4 Architecture

One of the architectural goals of Jeliot 3 was to make it modular so that it could easily be integrated with other systems, and new packages or subsystems could be integrated with it [19]. Furthermore, this allowed the use of components of the previous Jeliot versions (for example, the animation engine of Jeliot 2000 was reused with only minimal modifications).

The interpretation and animation of Java programs are separated into two modules in Jeliot. For the former, DynamicJava,1 an open source Java interpreter, processes the user program. In the latter module, Jeliot’s graphical engine creates an animation of the program interpretation. To connect these parts, an intermediate code, MCode, was designed.

MCode [20] is a textual representation of the interpretation of a running program, or a program trace. It not only describes the changes in variables and stacks, as a normal Java debugger would do, but it also details the operations that produced those changes. All this information is required to animate every step in the execution of a program. At present, there are two MCode interpreters in Jeliot 3: One that produces the complete animation of the program and another one that builds the method calls tree during the execution. Program animation designers can build their own animations and integrate them into Jeliot 3 by writing a new MCode interpreter. MCode aims to be language independent—for example, a version of Jeliot has integrated a Python interpreter to produce MCode for Python programs, which can be now visualized with Jeliot 3.

The functional structure of Jeliot 3 is shown in Fig. 2. A user interacts with the user interface and edits the source code of the program (1). The source code is sent to the Java interpreter and the intermediate code is extracted from the interpretation (2 and 3). The intermediate code is then interpreted (4) and directions are given to the animation engine (5). The user can control the animation by playing, pausing, rewinding, or playing step by step the animation (6). Furthermore, the user can input data (6), numbers, or strings, to the program executed by the interpreter (7 and 8).

The intermediate language provides a source of interpretation information that can be used for different visualizations. A new intermediate code interpreter and an animation engine can be developed to produce a different visualization of the same program (such as call tree visualization). Thus, Jeliot 3 can be extended internally with multiple visualizations of the same program.

Readers interested to get more specific information about the design of Jeliot 3 and the MCode intermediate code are referred to Myller [19] and Moreno [20] for detailed explanations of Jeliot 3 development.

The architecture of Jeliot 3 allows the production of conflictive animations at several of its layers, from source code to interpretation to animations. Thus, it is a good platform to highlight the possibilities of conflictive animations. These different layers will be analyzed in Section 6.

discussing their possibilities and drawbacks of producing conflictive animations.

5 PROGRAMMING CONCEPTS IN CONFLICTIVE ANIMATIONS

Moreno et al. [21] present five different levels of conflictive animations for programming. These levels were derived from the main production rules of the Python abstract grammar,2 which is simpler than the Java abstract grammar. However, these five main levels (module, statement, expression, operators, and literals) correspond to the fundamental building blocks of Java and other programming languages.

Object-oriented concepts are indirectly addressed at the module and expression levels. Classes relate to modules and message passing and object constructions relate to expressions. It should be noted that this categorization does not consider software design issues that are central to object-oriented programming.

The possibility of automatically generating conflictive animations in Jeliot 3 for the concepts presented by Moreno et al. [21] are discussed in the following paragraphs. Table 2 summarizes the possibilities of Jeliot 3 to produce conflictive animations of the concepts described.

### Table 2: Summary of Programming Concepts and Examples of Conflictive Animations

<table>
<thead>
<tr>
<th>Concept</th>
<th>What</th>
<th>Example of conflict</th>
<th>Possible in Jeliot</th>
</tr>
</thead>
<tbody>
<tr>
<td>Module</td>
<td>Program level concepts like algorithms</td>
<td>Animating a different program</td>
<td>No</td>
</tr>
<tr>
<td>Statement</td>
<td>Assignments and flow control structures</td>
<td>Altering behaviour of loops</td>
<td>Yes</td>
</tr>
<tr>
<td>Expression</td>
<td>Binary and unary operations. Method calls and object creation</td>
<td>Calling an incorrect method</td>
<td>Yes</td>
</tr>
<tr>
<td>Operator</td>
<td>Logical and arithmetic operators</td>
<td>The opposite operator is visualized</td>
<td>Yes</td>
</tr>
<tr>
<td>Literal</td>
<td>Constant values in variables, expressions</td>
<td>Converting the numerical value to a less precise type, from double to int</td>
<td>Yes</td>
</tr>
</tbody>
</table>

5.1 Module

Conflictive animations at this level animate either a completely different program or a different implementation of a class from the one the user provides—that is, the module is replaced before being animated. Automatic generation of such a conflictive animation is not possible in Jeliot 3, since it only uses the source code of the program and cannot make inferences on what will be a good program with which to replace the existing one. Jeliot 3 could give the educator the option to select two programs, one that would be animated and one that would be displayed in the code editor pane. However, this would lead to problems as the code highlighting cannot highlight the displayed source code. This level is better suited for algorithm animation, where a data structure could be substituted by a different one or by a faulty one, such as the faulty binary tree used in MatrixPro, as discussed in Section 2.1.

5.2 Statement

Statements include assignments and control structures like loops and if statements. Automatic generation of conflictive animation of statements is possible in the current design of Jeliot 3. Interpretation of statements can be changed to produce incorrect animations of their execution. This new interpretation requires careful planning so that it is close to the original one and reflects possible misconceptions students have with those statements. For example, an incorrect animation of a for loop could execute the initialization of the counter in every iteration. The incorrect animation should not be too similar to the original, because there is the risk that the resulting conflict cannot be perceived in the animation by the student.

5.3 Expression

Logical and mathematical expressions are not exclusive to programming, and we tend to assume that students know about them. However, if Jeliot 3 is used as a debugger, simple expressions like string concatenation are usually overlooked by students [3]. Simple conflictive animations can be automatically generated in Jeliot 3 to test students’ attention and to make them realize that an expression can also be a source of problems in their own programs. The conflictive animation will just interpret operators differently. For example, “<” behaves like a “>” or “<=.” These conflictive expressions can produce a conflictive behavior of a loop or an if statement if they are used within a condition. Such a conflictive behavior of a loop or if statement can make the student think that the source of the error is somewhere else than in the execution of the conflictive expression.

Jeliot 3 also shows the steps taken with complicated expressions involving increments and decrements, both in the pre (++a) or post (a++) form. Identifying incorrect animations of increments is an activity that could lead to a better understanding of such concepts. Two other main concepts are also considered as expressions.

**Function calls.** These are key building blocks for programming and together with statements they determine the flow of a program. Automatic conflictive animations can be generated by altering the name resolution that is inherent to Java. This way a method call can be conflictively animated by actually executing a method with a signature different from the original method call.

**Instance creation.** Object-oriented programs rely on creating objects. However, object creation is a difficult concept as it involves several steps that are not explicit in the code [22]. Jeliot 3 animates those steps and can create an automatic conflictive animation of them. It would involve either changing the order those steps are animated or eliminating some or all of them.

5.4 Operator

The operator level is tightly linked with the expression level. At this level, however, operators will not change their

meaning or interpretation, but they will change their graphical representation in the animation. For example, "3 < 4" may show like "3 > 4" or "3 <= 4," and the result will be "true," the correct one for "3 < 4." In this case, the program flow will continue as it was intended, but the animation was wrong for the brief time the operator appeared on the screen. As the result of the expression not being consistent with what the shown operator indicated, we call this type of animation nonconsistent. Generating this kind of conflict is trivial, as it only requires changing the animation of the operator. This level should be used to introduce students to conflictive animations as it requires attention to detail rather than correct understanding.

5.5 Literal
The literal level is the lowest and, like the operator level, conflictive animations at this level will not demand much knowledge from the student. Automatic conflictive animations in Jeliot 3 at this level may focus on the data types. Conflictive animations of values will change the representation of numbers, so that, for example, an integer can be represented as a real, or vice versa.

5.6 Summary
Of the five programming concepts or levels presented here, for four of them it is possible to conflictively animate them in Jeliot 3. However, statement and expression are the concepts that have an influence on the execution or interpretation of the program, and it is at these levels where we can find the concepts needed for object orientation and program flow. Thus, we consider that being able to automatically create conflictive animations at these two levels will be beneficial for students.

Technically, these two levels are the most challenging to implement as their conflictive interpretation can produce side effects that are neither supported nor expected by traditional animation tools, since such tools are only prepared for the correct execution of a program.

6 Layered Generation of Conflictive Animations

The previous section introduced the possibilities for conflictive animations of different programming concepts. When it comes to the actual generation of conflictive animations we need to take into account the implementation details of the animation tool. In our case, we have chosen Jeliot 3, since its architecture allows for several ways to implement the examples given in the previous section. This section analyzes the layers that create animations in Jeliot 3 and explores the possibilities for them to be part of the conflict creation process.

As said before, animations in Jeliot 3 are generated from the Java source code to be animated. This code is interpreted by DynamicJava, which parses the source code and creates the syntax tree, and then interprets the code by traversing the tree. This interpretation creates the intermediate code, which is in turn interpreted to create the animation through the engine. We can identify then five main layers or stages that run sequentially and can be the source for conflictive animations (from bottom to top): program source code, Java parser, DynamicJava’s tree interpretation, MCode interpretation, and visualization engine.

Automatically generating conflictive animations imply modifying the normal behavior of one or more of the stages of the process. The linear generation of the animation implies that changes in one of the lower layers of the process will propagate up to the animation stage. This propagation requires adapting the levels to the new possible incorrect states. In the original design of Jeliot 3, upper layers relied on the correctness of the information handed by lower layers. Thus, upper levels should know when the interpretation is in a conflictive state to allow for possible deviations from the norm.

Because the process of animating is mostly done in one direction, lower layers will not be aware of conflicts introduced in the upper layers. Thus, the rest of the animation will not be consistent with the conflicts introduced by the upper layer. For example, if the animation layer changes the graphical representation of "5 < 4" to "5 > 4" it will create a conflictive animation of an operator, but the result of the comparison is still evaluated in the tree interpretation layer ("false"), which is not aware of that change, and the animation will continue as if no conflict has happened.

We reflect on the problems and possible benefits on using these layers. At the end of the section, we summarize the benefits and disadvantages and propose a solution to implement conflictive animations within Jeliot 3.

6.1 Source Code Layer
The first possibility for creating conflictive animations in Jeliot 3 is by transparently modifying the source code before it is interpreted. This altered program could be the source for the conflictive animation, and by doing this, there is no need for other major changes in Jeliot 3 to make conflictive animations happen. However, that will require the addition of a structure which will parse the Java program and that will modify the program without adding syntax and grammar errors.

Adding that structure would result in duplicating the work done by the Java interpreter, which already understands the Java source code, and provides a programmatic way to alter the interpretation tree.

This layer could be used to implement conflictive animations at the module level of programming concepts. Jeliot 3 could let educators specify two source files, one that would be animated in the animation window and that would be conflictive, and another one that would just be displayed in the code pane. This would not be automatic and it would not allow for the automatic spotting of the error, but it could be useful in certain scenarios, such as when creating conflictive animations of operations on data structures where one method is replaced by a faulty one.

6.2 Parser Layer
A conflictive parser could alter the syntax rules of Java. For example, a redefined grammar could change the priority of binary expressions, and all the programs interpreted according to that grammar will evaluate mathematical expressions in the wrong order prompting several conflictive animations.

Two main problems appear if conflicts are generated at this layer. First, the generation of several types of conflicts
would require the generation of a specific grammar for each type and the ability to change them at runtime. Also, it would be difficult to know whether the animation is in a conflictive state or not.

Grammars could be designed to be more flexible accepting common mistakes and misspellings. Implementing this feature would allow the possibility of animating students’ programs that contain syntax errors. In this case, students could learn not to rely in the compiler when looking for syntax errors, but to carefully write their programs.

### 6.3 Tree Interpretation Layer

This layer is the one that stores the most of the state information of a running program. The tree structure also stores completely the semantics of Java execution, which allows for “tweaking” or fine tuning, the interpretation of Java statements and expressions.

Tree interpretation actually consists of two interpretations, or visits. In the first one, the static class is resolved, and in the second visit the evaluation is performed. The first visit is used to collect data that could be relevant for conflictive animations of method calls.

It is in the second visit where the main work is done to produce the conflictive animations. Evaluation of expressions or statements, such as “i++,” can take two paths: the normal path, where it is evaluated according to the Java rules, or the alternative path, where an incorrect interpretation of the statement or expression is carried out. This incorrect interpretation will produce the MCode that reflects its execution, and this MCode is sent normally to the intermediate code interpreter to generate the animation.

Conflictive interpretation can lead the program to an unexpected halt. This problem could arise when an if statement condition is evaluated to “true” when it should be “false.” If this condition was guarding a division by zero error, the conflictive animation will display the *Divided by Zero* exception, even when the program was written to avoid that. In such cases, educators should prepare the conflictive animation examples and assignments carefully so the execution of the example will not encounter uninitialized values errors or exceptions.

For complex expressions, such as method calls, the possibility of simultaneous conflicts is disabled. This is done to reduce the number of possible conflicting interactions in the interpretation.

### 6.4 MCode Interpretation Layer

According to the architecture of Jeliot 3, it is possible to add a new intermediate code interpreter to produce a new visualization of the program, such as a conflictive one. Thus, modifying the program interpretation at this layer would have the benefit that the modifications at this layer will not interfere with the normal behavior of the Java interpreter.

However, the layer lacks the information to be able to decide when and how to produce conflictive statements as most of the context is only dealt with at the previous layer. Moreover, in order to generate an animation that is consistent, the new interpreter should be able to interpret the conflictive statement. As in the source code layer, the modifications needed will replicate much of the work of the Java interpreter.

### 6.5 Visualization Layer

This layer basically follows the instructions that the MCode interpretation layer generates and it does not have any knowledge about the semantics of programs.

At this level, it is straightforward to create nonconsistent conflictive animations, like the ones described above in the Operator and Literal level. The graphics are changed so that incorrect signs or values are drawn.

At this level, there is insufficient information to decide when it is better to change the representation, so the layer will only animate incorrectly animation occurrences of operators and literals according to predefined rules.

### 6.6 Summary

The five layers presented here have shown capabilities to be the mechanical creators of conflictive animations. However, in some cases, major additions to the code are required in order to provide the intelligence needed for the creation.

In this analysis, we have found out that the Tree Interpreter layer is the most suitable layer for the task of creating conflictive animation. This layer keeps most of the information about the program that can be used to create new conflicts. Furthermore, changes done to the implementation at this layer will automatically propagate through the upper layers and create the conflictive animation with reduced side effects.

### 7 JELIOT CONAN

The previous considerations have led us to develop Jeliot ConAn. Jeliot ConAn maintains all the features of Jeliot 3 and adds the possibility of creating animations that contain known errors. The implementation of Jeliot ConAn incorporates a framework for adding support to new programming concepts being conflictively animated. Developers have to alter the behavior of the interpreter and create new conflict objects.

Fig. 3 gives an overview of the reworked Jeliot 3 architecture including the conflict generation. Conflict objects are central to Jeliot ConAn as they hold the logic of the conflict and the information needed to present them. Presentation and interaction of the conflict objects with the user are taken care of by the framework. Thus, the framework can be divided into two parts: generating conflicts objects (numbers 1-5 in Fig. 3) and presenting them to the user (numbers 6-10 in the same figure).

### 7.1 Generating Conflictive Animations

The generation of conflicts starts when the user enters the source code for a program (1) that is sent for interpretation by the conflicting version of DynamicJava. The interpreter produces the intermediate code for the execution. At some point, the interpreter will misinterpret a statement in the program according to preprogrammed behavior—for example, an overridden method may be called instead of the overriding method. This misinterpretation will produce an alternative execution that is reflected in the MCode. The resulting intermediate code is surrounded by specific MCode instructions marking the beginning and the end of the conflictive part (3). At this time, the conflict object will have been created (4) containing all the relevant information.
of that conflict (location, method called, class information, etc.). This MCode is sent to the intermediate code interpreter (5), which will interpret the intermediate code line by line as the animation progresses step by step.

7.2 Presenting Conflictive Animations
When the MCode interpreter receives the instruction marking the beginning of a conflictive part (5), it will report to the conflict manager that the conflict is about to start, or to end (6). The visualization engine will receive the commands to animate normally from the interpreter (7). The last stage of the presentation occurs when the user presses the relevant button and checks for the conflict (8). If a conflict is happening or has happened, the information about it is retrieved (9), and returned to the user through the user interface (10).

7.3 User Interaction
Jeliot 3 user interface has been slightly modified in Jeliot ConAn. As the mission of the student is to identify the error, we include a Fault Button which, when pressed, indicates to the animation tool that the user thinks a conflict (i.e., error) has occurred. Moreover, the Play Button has been removed to force the student go step by step. See Fig. 4 to see the user interface of Jeliot ConAn when conflictive animations are shown.

Conflictive animations can be used in assessment by asking students to press the Fault Button whenever they detect a conflict. To avoid random trials, there is a limit—by default 3—to the number of times the Fault button can be pressed in a single run of the animation. If this limit is reached, the animation is restarted. In addition to this, the conflict may only be apparent to the students a long time after it has happened. In Jeliot ConAn, students have a varying number of steps after which they can still report the occurrence of an error.

When the student presses the Fault button, they are informed of the success of the trial. If unsuccessful, they continue watching the animation looking for an error. If the student has pressed the Fault button at the correct time, a multiple choice question checks whether the reason for pressing it was the correct one. This helps the student to reflect better on what has happened and why, and teachers can collect this feedback to identify misunderstandings held by the students.

Finally, when a conflict animation has been identified, Jeliot ConAn rewinds itself and correctly animates the conflictive concept. If, however, the animation reaches the end and the student has not spotted the error, they are given a hint of where the error is and asked to try again.

7.4 Awareness of the Conflicts
It is still not clear how we should make the students aware of the possible conflicts in the animation. On one hand, students should be aware of the types of conflicts that are possible in the current animation in order to be able to concentrate on the correct fragments of the program animation. Due to the interpretative nature of Jeliot ConAn, it cannot detect and warn in advance of the types of conflicts that are going to happen.

On the other hand, if students are given a clear indication of where to look when the animation is running, the possible benefits from conflictive animations are reduced. In this case, students may not check the knowledge about programming but their knowledge about errors.

8 Evaluation
To evaluate the framework, we have implemented in Jeliot ConAn three conflictive objects. Two of them aim to create conflictive animations related to inheritance topics (Conflictive Overriding and Conflictive Implicit Super Call) and one is related to the for loop (Conflictive For Update Statement). These three are just a selection of the possible conflictive animations that could be implemented in Jeliot ConAn.

The selection of these three objects is informed by both technical and pedagogical reasons. Pedagogically, inheritance and object construction are difficult concepts to learn.
and students have problems describing the processes involved [2]. Technically, the three conflictive objects have been chosen because they show two levels of programming conflicts (expression and statement) which are deemed to be the most important ones, as discussed in Section 5. In our framework, we have relied on the Tree Interpretation layer to automatically generate several kinds of conflictive animations. The selected conflictive objects will indicate if enough information can be gathered at that stage to create conflictive animations.

The evaluation described here aims to test Jeliot ConAn and its framework from a technical point of view—is the framework able to automatically create conflictive animations? If so, how much effort does it require from the developer to implement the conflict, and how much effort from the teacher to use the implemented concepts? To answer both questions, we have first implemented the chosen conflictive objects (see Section 8.1), and then tested whether the objects can create the conflicts from a repository of test programs collected from Java textbooks and online sources, as discussed in Section 8.2. These programs were collected from the chapters where inheritance and for loops were explained. The repository contains authentic examples teachers have readily available to explain the concepts.

In this setting, the evaluation can be regarded as positive if 1) the framework allows for the creation of conflictive objects, and 2) the implemented conflict objects can create conflictive animations from independent sources with none or little modification.

### 8.1 Creation of Conflict Objects

The following implemented conflicts were designed to be automatically created in those situations where the code matched certain conditions. These conditions are different for each conflictive object. Implementing them according to the framework consisted of a series of steps, as follows:

1. Implement a new `Conflict` subclass that can hold the details of the conflict for later reference.
2. Modify the normal tree interpretation of the source code so that it:
   a. creates an object of the Conflict subclass with the information about the particular conflict,
   b. changes the implementation from the original and correct interpretation to an alternative and potentially conflictive one, and
   c. indicates the start and end of the conflictive interpretation using the intermediate code instructions.

### 8.1.1 Inheritance: Conflictive Overriding

Conflictive overriding animations are those that animate the execution of the overridden method from a parent class rather than the overriding one which was the one invoked. Thus, the programming concept they are related to is `Expression` level. Fig. 5 shows a code fragment that should activate this conflict. To identify this conflict, the student has to read the source code in advance and to acknowledge that there is an overriding method.

A new class, `ConflictiveOverriding`, was added to the framework to implement this conflictive object. The main fields of the class hold the values for the name of the class and the overridden method. Jeliot ConAn creates the conflict object in the first iteration of the tree interpretation, when the data types and class are resolved, see Section 6.3. It is in the second iteration that the alternative and wrong execution path is taken according to the data contained in the conflict object. The presentation of the conflict allows the student to detect the conflict throughout the time the wrong method is being animated as we consider that not only the call, but also its animation, are part of the conflict.

### 8.1.2 Inheritance: Conflictive Implicit Super Call

Implicit super calls are added in Java when a constructor does not include a call to its parent class constructor. Fig. 6 shows an example code fragment. This conflict is useful when students are learning about object creation and inheritance in Java. Students have to carefully watch each single step in the animation to identify the missing call to a constructor in the parent class. As the previous one, this conflict belongs to the `Expression` as it relates to method calls.

In the first step, we implemented the class `ConflictiveImplicit`, which contained variables for the names of a class and its parent class. The second step starts with the construction of the conflict object. This requires correct identification of the existence of an implicit super call, which is done in the first pass of the tree interpreter. It is in the second pass, the actual evaluation, that the implicit super
The categories are as follows:

- **Automatic generation**: The program did not require any modification to create the conflictive animation.
- **Automatic generation with minor changes**: The program source code had one or two lines edited or removed to trigger the conflictive animation, e.g., changing a method call in the main method.
- **Automatic generation with major changes**: Important modifications were done to trigger the conflictive animation, e.g., a new constructor was added to the class.
- **No generation due to program**: In this case, it was not conveniently possible to modify the program so that it would trigger the conflict animation. Thus, the animation showed no conflict.
- **No generation due to the framework**: Again, the animation did not show any conflict, or the animation could not be created. However, the framework should have created a conflictive animation because the program contained the elements that should trigger the conflictive animation.

### 8.2 Conflicitive Animation of Programs

To assess the framework and the implemented conflicts, we have constructed a test set consisting of 27 programs, which are divided into two subsets. One relates to the **for** loop (15 programs), and one to inheritance in general (12 programs). These programs have been gathered from five popular Java books and a website (see the Appendix). The chosen programs are only from those chapters that present the **for** loop, and those which deal exclusively with inheritance. Examples that contained loops or inheritance, but were not trying to explain them, were discarded.

The **for** loop programs (15) were basically variations on two themes: single update statements and complex update statements. The average size of the programs was 20 lines of code. Thus, 15 programs represent a good sample of possible combinations. Inheritance programs (12) presented a wide range of topics related to inheritance, object construction, overriding, abstract classes, and basic inheritance design concepts, and had an average size of 49 lines of code.

The programs have been modified to follow Jeliot 3's conventions, i.e., combining the multiples files in a single file and using the input libraries recognized by Jeliot 3. Moreover, some of the test programs have been extended with the source code required to start executing the program, i.e., adding a **main** method so the program will demonstrate the implemented features.

The results of creating the conflictive animations are divided into four categories, and each program was assigned a category after being tested with Jeliot ConAn. The categories are as follows:

- **Automatic generation**: The program did not require any modification to create the conflictive animation.
- **Automatic generation with major changes**: The program source code had one or two lines edited or removed to trigger the conflictive animation, e.g., changing a method call in the main method.
- **Automatic generation with minor changes**: Important modifications were done to trigger the conflictive animation, e.g., a new constructor was added to the class.
- **No generation due to program**: In this case, it was not conveniently possible to modify the program so that it would trigger the conflict animation. Thus, the animation showed no conflict.
- **No generation due to the framework**: Again, the animation did not show any conflict, or the animation could not be created. However, the framework should have created a conflictive animation because the program contained the elements that should trigger the conflictive animation.

### 8.2.1 Results

The results of executing the tests in Jeliot ConAn are summarized in Table 3 and described in the following paragraphs. These results are discussed in Section 9.

Of the 12 inheritance programs tested, 6 programs did not produce conflictive animations. The reason is that these programs did not contain any example either of implicit super calls or of overriding methods, and thus the implemented conflicts could not be triggered. They contained basic inheritance examples that demonstrated how classes could extend other classes with new methods or implement *abstract* methods. In one program, Jeliot ConAn failed to animate an overridden method, and this was due to a limitation in the framework as it could not detect the calling object properly.

The remaining six inheritance programs produced conflictive animations for either conflictive overriding or conflictive implicit super method calls. Three of these did not require any change in the source code and two required minor changes. Minor changes consisted of altering one or two lines in the source code. Two of these five programs had the potential to animate both of the possible inheritance conflicts, but the framework only allows for one conflict to be animated per program. One program animated a conflict after a constructor was added to it, and a new object creation had to be added. We considered these to be major changes to the program.
Of the 15 for loop examples, 13 produced conflictive animations without any modification. The two programs that did not produce conflictive animations used external libraries that Jeliot could not access, such as `java.util.*`, and thus animation could not be generated. From the 13 programs that generated conflicts, 10 contained simple update statements (i++), and 3 contained complex update statements (i++, j++). In both cases, Jeliot ConAn animated those statements ahead of time in each iteration of the loop until the Fault button was pressed.

9 Discussion
The evaluation and testing of the framework has provided us with useful insights about the effort required to create conflictive animations from different sources. It has also allowed us to better identify the relationship between the effort to create conflictive animations and the usage of these animations in authentic settings.

Once a new conflictive object is implemented in the framework, the framework can reliably produce a conflictive animation for that object when the conditions are met. Only in one occasion did the framework fail to produce the conflictive animation when it should have done. In this case, the interpreter-based execution could not gather the required information about the conflict. We do not consider this limitation of the framework to be significant, as for the rest of the cases, the framework worked as expected. The occurrence of the limitation is due to how the Java interpreter builds new objects using the Java virtual machine. If new conflicts related to object creation in Java were to be implemented in the framework, we would recommend building a test set in advance to be sure that the conflict object will be suitable for a wide range of programs.

These results show the potential to create conflictive animations from other textbooks or teachers' own example programs. This way, teachers can make use of conflictive animations when they think it is necessary, and do not need to be concerned about adapting their examples to run in Jeliot ConAn.

Comparatively, implementing the “for update” statement conflict was significantly faster than implementing the inheritance conflicts. This factor, combined with the fact that every program tested in the evaluation that contained a for loop correctly produced a conflictive animation, shows us that it is important to assess the relevance of the possible conflict in a repository of Java examples. Making conflictive animations applicable to a wide range of existing examples will make their adoption by educators easier.

The animation of inheritance conflicts only happened in half of the example programs. The implemented conflicts relate to subtle Java specification details that are not always taught in elementary Java courses, and thus, they less likely to appear in the example programs. However, the ability to create conflicts at a more advanced levels should attract experienced students to use Jeliot ConAn and benefit from the animation.

According to the effortlessness taxonomy [8], Jeliot ConAn can be regarded as a low effort tool for adoption by instructors. The scope of the tool can be considered course wide, as it can create animations for most programming concepts taught in CS1 or CS2. Jeliot ConAn’s integrability lacks the possibility to customize the animation or the interaction; however, the interaction of Jeliot can be regarded as low effort from the producer point of view. The evaluation in the previous section has shown how with little modification programs can make use of conflictive animations. Moreover, students can also use the examples on their own. From the user point of view, several ways of interacting are possible as described in Table 4 following the engagement taxonomy [6]. Jeliot ConAn can be a tool to create activities for passive viewing and interactive viewing (responding). As it is focused on the automatic generation of animations, Jeliot ConAn cannot be used by students to manipulate the animation to create their own animations—animations can only react to changes in the source code.

We have discussed how conflictive animations have to take into account the existing body of examples and cater for both novice and advanced students. Another factor that could improve their value is by creating a set of conflictive animations that reveal common misconceptions students have when learning programming [23].

The kind of exercise implemented in Jeliot ConAn—detecting and identifying the wrong step in an animation—has not been considered in previous taxonomies of visualization exercises [17], [24]. These taxonomies consider
whether the input and output are known in advance or not, but they do not explicitly mention the correctness of their values. For example, specifying the correct or incorrect content of the output in an exercise can make new kinds of exercises available. Here, we have only considered one of these exercises, where the program is correct (that is, it does not have semantic or syntactic errors, the input to the program is fixed, and the exercise question lies in the output which is a conflictive and erroneous animation). Several other exercises could be devised if we take into account the correctness of the different elements, such as an incorrect program producing correct animations.

We are currently analyzing data from an empirical evaluation of the pedagogical effect of conflictive animations compared to the use of well-behaved animations, and initial results show improvement over well-behaved animations. Benefits from the conflictive animations could be well similar to what Große and Renkl discovered: students with good prior knowledge will benefit the most when trying to look for the errors by trying to explain the error [15].

10 CONCLUSION

Jeliot 3’s modular architecture has been extended to add support for alternate and potentially conflictive animations. Jeliot 3 has been converted to Jeliot ConAn, which can automatically create conflictive animations. Three concepts are already implemented in Jeliot ConAn for potential conflictive animation including basic loop operation and advanced inheritance concepts. Thus, any source code that contains at least one of the implemented conflictive concepts leads to a conflictive animation that students can interact with. The framework that has been implemented in Jeliot ConAn provides the structure to add more conflicts for other concepts with relative ease.

Jeliot 3 has resulted in a flexible platform for developing the idea of conflictive animations in a way that is almost effortless for teachers. Teachers can use their examples with few or no modifications to produce conflictive animations activities. In implementing Jeliot ConAn, two main decisions were made: using the tree interpreter layer and focusing on expressions and statements to create the conflicts. This combination has been technically a success as it has enabled us to create conflictive animations that are not trivial for students to identify and that expose possible misconceptions students might have.

In the paper, we have discussed only three conflictive objects, which relate to two programming concepts. However, we have laid out the foundation for creating new conflictive objects within the framework. Future iterations of the tool will include more conflictive objects that address other important programming topics. New conflictive objects will be evaluated according to the effort necessary to use textbook examples as sources for conflictive animations.

APPENDIX

List of Java resources:
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