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Abstract

Service engineering and Service-Oriented Architectures (SOAs) have recently been embraced by both industry and research, as they promise high reusability and maintainability, and a flexible environment for future changes in business requirements and workflows. In this paper, we present a model-driven service engineering approach called the SENSORIA Development Approach (SDA). The SENSORIA project has developed a number of formal techniques that support service engineering, e.g., quantitative or qualitative analyses of service artifacts. The main contribution of the SDA is the integration of these techniques in a process for engineering service-oriented systems.

1. Introduction

The aim of the IST-FET project SENSORIA [1] is the development of a novel comprehensive approach to the engineering of service-oriented software systems where foundational theories, techniques and methods are fully integrated into pragmatic software engineering processes.

Within SENSORIA, a development approach for service engineering has been developed which we call the SENSORIA Development Approach (SDA). The SDA is intended to support model-driven engineering by including formal methods and tools at the appropriate steps, thus building a formally underpinned development approach. The SDA is discussed in section 2.

The SENSORIA Development Approach is tool-supported: All tools are integrated into a common integration platform, the SENSORIA Development Environment (SDE), which is described in section 3.

We conclude in section 4.

2. The Sensoria Development Approach

The SENSORIA Development Approach (SDA) follows the patterns described in the OMG’s Model Driven Architecture [2], which is “an approach to using models in software development” [3]. The SDA, like MDA, builds computational independent models (CIMs), platform independent models (PIMs) and platform specific models (PSMs). In addition, the SDA contributes formal methods, notations, and tools to the engineering process. Figure 1 gives an overview of the SDA approach.

![Figure 1: The SDA Approach](image)

As can be seen in the figure, the first point of interest is building the business model. The requirements engineering approach Tropos [4] has been selected for building the CIM business model. Tropos is well suited for requirements analysis of services as it allows for a uniform treatment not only of the system functional requirements, but also of its non-functional requirements. It can easily be integrated in the proposed approach, as Tropos is a model-based and transformational approach.

A Tropos characteristic is to distinguish between early and late requirements engineering. The early requirements analysis is concerned with the understanding of a problem evaluating organizational aspects. The result achieved in this first stage is an organizational model including actors.
and dependencies among them. The goal of the late requirements analysis is the description of the operational environment, i.e. the functionality of the system.

In the next step, we deal with service artifacts on a platform independent level, defining, through UML models, both the static and dynamic structure of the service-oriented system. We employ the UML4SOA [5] notation for modeling service artifacts, which has been developed as part of the SENSORIA project. The UML4SOA profile defines several stereotypes and constraints for working with SOA artifacts. For example, we extend UML activity diagrams with stereotypes for modeling service orchestrations, in particular for service-to-service communication (send, receive, among others) for long running transactions (scopes, compensation handlers, and primitives for invoking compensation), and event handling.

Besides the usual benefits of graphical models – i.e., they are easy to create, understand, and can be used for communicating with non-technical people – the UML4SOA models also enjoy formal support by means of analysis tools. WS-Engineer [6] is a tool for analyzing the problem of engineering software components as services and the interaction behavior between them in a qualitative fashion. In particular, WS-Engineer focuses on service process analysis for service interaction verification and validation, service composition and choreography obligations, and scenario-based synthesis of service components. The techniques used are verification on the one-hand, i.e. the question whether a model is built correctly, analysis of properties of interest (deadlock, liveness, fluent, etc.), and validation and simulation on the other hand, i.e., the question of whether the system is the right solution for the problem by animating models back to designers.

The PEPA tool [7,12], along with the SENSORIA Reference Markovian Calculus (SRMC), has the goal of capturing non-functional properties, in particular performance aspects, early in the life-cycle. Non-functional properties are specified on UML models and transformed into the stochastic process algebra PEPA for analysis. Results of the analysis are back-annotated to the models, or displayed in the form of graphs.

One of the benefits of model-driven approaches is the fact that platform-dependent models, or at least parts of them, can be generated from the platform-independent models. In our case, transformers are available which convert the platform-independent UML models into platform-specific models of the target languages, which can be serialized down to code.

The SENSORIA project includes various tools and methods for transforming models. The VIATRA2 project [8], for example, comes with a rule-based language for specifying transformation between EMF [9] models. We also have a Java-based transformation infrastructure available [10] which has been developed specifically for behavioral specifications (in particular, for service orchestrations) and converts platform-independent input models (in this case, UML) to an intermediate model (called Intermediate Orchestration Model, or IOM), and from there to Platform-Specific Models (PSMs).

The transformers currently handle the transformation from UML to BPEL and WSDL files, to Java, and to the formal language Jolie [11] which has the backing of SOCK. This is one the SENSORIA process calculi for modeling and analyzing the behavior of service-oriented systems [12].

3. The Sensoria Development Environment

In the previous section, we have reported on methodologies and tools supporting the SENSORIA Development Approach. In order to enable developers to use those tools in combination in a coherent environment, we have developed a specialized development environment for service artifacts which offers service modeling, analysis, and code generation functionality, the SENSORIA Development Environment (SDE) [6]. The SDE itself is based on a Service-Oriented Architecture, allowing easy integration of tools and querying the platform for available functionality. The tools hosted in the SDE are presented as discoverable, technology-independent services. As development of services is a highly individual process and may require several steps and iterations, the SDE offers a composition infrastructure which allows developers to automate commonly used workflows as an orchestration of other tools.

The SDE is based on Eclipse and its underlying OSGi platform. As many tools in the greater area of service orientation are available for Eclipse as well, the SDE-enhanced Eclipse platform offers a pragmatic way of adding formal methods to the development process.

4. Conclusion

With the number of systems built with Service-Oriented Architectures (SOAs) on the rise, a rigorous development process for such systems becomes imperative. In this paper, we have presented the results of the SENSORIA project on a development approach for services, which we call the SENSORIA Development Approach (SDA). The SDA supports a model-driven approach to service engineering.

The main contribution of the SDA is the provision of formal tools and methodologies to the engineering of service-oriented software. In particular, we provide tools with the backing of formal languages for both quantitative and qualitative analyses of service artifacts.

It is our hope that the practices described in the SENSORIA approach will find their way into mainstream
development processes such that all developers may profit from the results in the more formal research areas of computer science.
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