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ABSTRACT

More and more organizations perceive the importance of having a better comprehension of data, seen as a strategic resource. The data dictionary of the organization is the integrated repository of all types of data produced, managed, exchanged and maintained in the organization, representing it such a way allowing all users of the information system to understand their meaning. Since the way data are represented is usually dependent on the application domain, the DBMS used, the role of the responsible organization unit, designing and maintaining a dictionary is a challenging task. In the paper a methodology is discussed for data dictionary design; several structuring mechanisms are proposed, to be used in the representation of data in the dictionary. A strategy is provided to produce the dictionary, according to such mechanisms.

1. Introduction

It is thoroughly admitted that data are a strategic resource of organizations, since they are more stable over time than processes, and the organization itself. At the same time, modern information systems tend to be more and more complex, and are characterized by several heterogeneous aspects, such as:

1. different DBMS models used to represent data, such as the hierarchical, network, relational models; extending the argument, spreadsheets, multimedia databases, knowledge bases are other types of models currently used in information systems, each of them providing its own representation of data;

2. different abstraction levels adopted by users in representing data of interest. Top management sees human resources in terms of managers and employees, while the personnel office sees them classified in terms of top managers, middle managers, secretaries, analysts programmers, etc;

3. different levels of aggregation; users, according to their position in the organization "pyramid" look at data in terms of different levels of summarization, from elementary data, to statistical indexes. E.g. the budget is seen by top management in terms of estimated and final balance, by administration in terms of detailed input-output terms;

4. different roles of organization units involved in data management; usually, the units responsible of data design, creation, manipulation, access, update are distinct.

As a consequence of the above heterogeneous aspects, it is a challenging issue to allow users of the information system to understand the meaning of all types of data that circulate in the organization. This is made possible by the availability of a data dictionary. By data dictionary we mean the integrated repository of all types of data produced, managed, exchanged and maintained in the organization, represented in such a way to allow all users to understand the meaning of the data resource.

It is also part of the data dictionary the representation of relationships among data and the other resources involved in the information system, i.e. processes, organization units, technologies.

Creating and managing a data dictionary is becoming of growing importance in complex organizations. Present so called "data dictionaries" allow usually representing only metadata that concern application aspects of the information systems, namely, files, procedures, etc. with low concern to the conceptual characteristics of data, i.e. aspects related to the meaning, independently from their implementation and usage in processes and organization units.

In this paper we propose a methodology whose goal is to establish a precise and clean strategy for creating and maintaining data dictionaries. Two are the main aspects involved in the methodology: the structure of the dictionary (section 2), and the strategy to build it (section 3). The paper has to be seen as a first contribution in a complex research area; previous related topics appear in [2] and [13]). Concluding remarks will point out open research problems in the area.

2. The structure of the data dictionary

2.1 Resources, models, schemas

The data dictionary has the goal of representing data, and their relationships with other relevant resources of the organization. This means that data should be seen by users both as an independent resource and in their interaction with processes, organization units, technologies.

Each resource of an information system can be represented by a suitable set of models, each one emphasizing specific characteristics and properties. It is our opinion that, also inside a given resource, no universal model exists that can represent in a uniform way all meaningful properties. For example (see Fig 2.1):

1. referring to data, the Entity Relationship (E-R) model is suitable for elementary data, that describe the primary activities of the organization; for aggregate or statistical data the E-R model reveals ineffective, and we need a model where aggregations can be expressed.


3. concerning organization, we can use organization charts to represent the hierarchical or functional structure, Petri diagrams...
to represent the temporal allocation of resources in a project.

Fig 2.1: Resources, models, and schemas in the Information System environment

If we accept the above position, the important point in building a dictionary is being able to find a minimal set of models, and establish precise rules to migrate between such models. This problem is not new in the literature on information systems, while a mature solution is far to be achieved. To give some examples: strategic planning methodologies suggest the use of matrices relating data, processes, organization; several methodologies for data and functions analysis (see [1], [16], [11]), with different formalisms establish a bridge between data and functions; in [2] formal interface is described between schemas that represent data at the elementary and at the aggregate level.

Every model is used in the dictionary to represent a certain number of schemas, high level descriptions of a resource of interest. Schemas are "pictures" of a piece of the information system, in the framework of one specific resource, and one specific model. Together with schemas, in the dictionary we want to represent relationships between them. Such relationships can be classified as intraresource vs interresource, or intramodel vs intermodel, likewise. The goal of the following section is to describe in detail the types of relationships suitable for structuring a data dictionary.

2.2 Structuring primitives

The structure of a data dictionary subsumed by the above arguments is certainly complex; so, we need to define structuring primitives that allow to manage the overall set of schemas that populate the dictionary. Four structuring primitives are proposed, that can be considered as a minimal set needed to capture the relationships mentioned in paragraph 2.1. They are: refinements, views, derivations, integrations. They are not to be seen as an exhaustive list, rather the most important among an open ended set of mechanisms. We discuss them separately.

Refinements

The refinement is the mechanism that allows to model the same piece of reality in terms of several descriptions at different levels of detail. Refinement is the typical paradigm used in so called top-down methodologies developed for functional analysis. More recently, similar methodologies have been developed for data analysis, thus establishing a formal framework for top-down data refinements. In [2] a set of data refinement primitives is defined, chosen for their simplicity and context free behavior as the most suitable generating mechanisms of schemas at different levels of detail. We recall them informally by means of an example (see fig 2.2), that refers to the customers office of a bank. For every pair of schemas $S_i$ and $S_{i+1}$, refined version of $S_i$, we show in $S_{i+1}$ by means of closed lines the result of refinements performed on concepts in $S_i$: corresponding primitives are easily determined.

Refinements, as introduced above, are intramodel and (as a consequence) intraresource relationships.

Fig 2.2 Examples of refinements and refinement primitives for a banking customer schema

Views

Views are customized versions of fragments of a schema. Views can be used, for example, to relate the schema of the credits office, and the subschema referring to customers, businesses and agencies (see fig 2.3). Views are usually built by means of a formal query language defined on the model. They are intramodel and intraresource relationships.

Integration

Integrated schemas conveying the information content of two or more schemas in the dictionary are needed, in order to get a global view of data managed by a whole information system, an organization area, a distributed system. Methodologies for schema integration have been discussed in detail in the literature (a comparative review of such methodologies appears in [3]); we will see examples of integration in the framework of a data dictionary in section 4. Integration is an intramodel and intraresource relationship.
Derivation

Derivation is the mechanism needed in order to move from one model to another in representing a certain piece of reality. More formally, given a pair of schemas S1 and S2, S1 expressed in terms of a model M1, S2 in terms of a model M2, a derivation maps a concept of S1 into a view of S2. For example, we may put in correspondence:

1. a data flow in a Data Flow Diagram, and the corresponding set of concepts in a E-R diagram;
2. an entity in an E-R diagram with the corresponding relational view in a DBMS schema (see fig 2.4).

Derivation is an intermodel structure, and can be an intra (case 2 above) or interresource (case 1) structure, according to the types of models involved.

<table>
<thead>
<tr>
<th>RELATIONSHIPS</th>
<th>MODEL</th>
<th>RESOURCE</th>
</tr>
</thead>
<tbody>
<tr>
<td>refines</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>views</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>derivations</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>integrations</td>
<td>X</td>
<td>X</td>
</tr>
</tbody>
</table>

Fig 2.5: Taxonomy of structuring primitives

2.3 Structure of the organization and structure of the dictionary

The data dictionary represents the data resource managed in the organization in an integrated fashion. From one side, data concepts are to be represented as a global resource, independently from processes, organization units, implementations; from the other side, we need to represent the way in which data are managed "here and now". So, the structure of the dictionary can be seen as made by three layers (see figure 2.6):

1. a global layer (top of the pyramid), where data and properties of data common to the whole organization are represented. In this layer, data are described at a very abstract level, in order to get a global, uniform representation (one or more global skeleton schemas at different refinement levels). It is worth noting that in the attempt to choose concepts meaningful for this layer, it may happen that only very abstract (and as a consequence, not meaningful) concepts are found; in this case, the global layer is better represented in terms of a small set of loosely coupled skeleton schemas. At this layer, the most common structures to be used are refinements and integrations.

2. a local layer (bottom of the pyramid) where data are represented as they are seen in specific information systems, and specific organization units. At this layer, all types of structures are meaningful.

3. an intermediate layer, whose goal is to allow a graduated fold from the integrated representations of the global layer and the tailored representations of the local level. Together with refinements, views are the typical mechanism to be used at this level, in order to relate schemas referring to different information systems and organization units.

The above three levels architecture shows suitable in small/medium organizations; in complex organizations, where areas exist with high cultural cohesion, and a highly independent organization structure, it is worth to re-propose the above architecture for the local layer of such areas (see fig 2.7).

3. A methodology for the design of data dictionaries

We address now the problem of building a data dictionary based on the above assumptions. The structure of the methodology is shown in fig 3. In the most general situation, applications presently managed in the organization may be documented by means of:

- a logical schema, usually represented in the data dictionary of the DBMS.
- a conceptual schema, usually represented with a CASE tool.
- a full set of refinement planes, produced during top down design.

Fig 2.6: Global structure of the data dictionary

Fig 2.7: Recursive structure of the dictionary

The first case includes the two main activities of "preprocessing", namely reverse engineering and documentation.

The goal of the reverse engineering step is to reconstruct the conceptual schema of the application. Several methodologies have been proposed in the literature for different situations: the mapping can be hierarchical to classical E-R (i.e. the E-R model defined in [81]), relational to classical E-R [141], flat files to classical E-R [191], relational or hierarchical to E-R enriched with generalization hierarchies [201].

The goal of documentation is to produce a set of refinement planes starting from a conceptual schema. A methodology for such activity is shown in [2], where a taxonomy of primitives is proposed for refinement activities, and several criteria for checking the quality of refinement planes are discussed.

In the three cases a filtering step is also needed whose goal is filtering from schemata all "technical" concepts that are meaningful for application purposes and aren't of interest in the dictionary.

Reverse engineering, documentation, filtering are activities that in a sense should precede the dictionary design activity. We will not deal further with them in the following, referring to the literature for further details.

Fig 3.1 General structure of the methodology

Reverse engineering, documentation, filtering are activities that in a sense should precede the dictionary design activity. We will not deal further with them in the following, referring to the literature for further details.

Fig 3.2 A strategy for the design step
The structure of the methodology for dictionary design is shown in fig 3.2.

In principle, the design strategy can be simply described as follows. First produce an integrated representation of the global schema (or in case, of a limited set of schemas, corresponding to partial integrations); then produce the whole set of refinements for the global schema; now, review and in case restructure local schemas to place them in a hierarchy of refinements and views. Finally produce derivations, at different refinement levels.

In describing the methodology, we use an example, based on a banking application. We assume that the bank is organized in terms of a set of divisions. We are interested in the "loans" division, that can be seen as composed of three functional areas, (see in fig 3.3 the corresponding organization chart), namely "customers", "credits", and "warranties".

Fig 3.3 Organization chart for the areas of the case study

The customers office deals with personal informations on customers; the credits office deals with proposed credits, and corresponding dossiers prepared in order to take a decision; the warranties office deals with all types of warranties that can be used by customers to get a credit. The three corresponding data schemas are shown in fig 3.4.

Before addressing specific steps of the methodology, we need to perform a preprocessing activity (see again fig 3.1), whose goal, in this case, is to produce refinement planes. Concerning the customer schema, we have already shown in fig 3.2 the structure of refinements. In fig 3.5, 3.6 we show refinements for credits and warranties. Notice that the credits schema is more complex than others, having four refinements plus the final schema.

Fig 3.5: Refinements for the warranties schema

Fig 3.6: Refinements for the credits schema

3.1. Produce refinement levels for the global schema

At this point, as suggested by step 1 of the methodology, we have to choose a cut of refinement planes that looks suitable for integration. The idea here is that, due to different sizes of the information systems operating in the bank, and the different roles in the organization, we have to choose the abstraction level at which concepts are more easily mergeable. In our
example we can choose (see fig 3.7) planes customers2, warranties2, and credits3, that give rise to a schema similar in size to each of the three previous schemas. A bad choice corresponds to merge customer1, credits1, warranties1, since the corresponding integrated schema looks too unbalanced toward the warranties schema; in other words, warranties1 is at a refinement level far more detailed than customer1 and credits1, and no schema more abstract than warranties1 can be found for which integration with customer1 and credits1 is feasible.

Once chosen a first cut, we have to integrate schemas (step 2). Methodologies for schema integration have been deeply studied in the past. In [4] a methodology for integration of E-R Model schemas is described. In general, it may happen that local schemata can be incoherent each other: synonyms, homonyms, different types for the same concepts are to be checked and resolved.

Now we have to build the remaining refinements for the integrated schema. A rough idea on the number of planes more and less refined than the first schema is given by the population of refinements over and under the chosen cut. In producing new global refinements, we have to choose new local schemata, that may in case coincide with schemata chosen previously.

The production of refinement planes for the global schema can become unfeasible for large organizations. When the global schema tends to be too large, we can suspend the generation of global refinement planes, and proceed recursively to produce local dictionaries, as suggested in fig 2.7. On the other side, it may happen that high level refinement planes use very abstract, and, as a consequence, not meaningful concepts. In this case, it makes no sense to force the production of such levels, and it is better to "cut the pyramid", keeping not integrated the high level local schemata. We do not stress the example, being of small size, to keep into account these situations. In fig 3.8 we show refinement levels for the integrated schema. The final integrated schema appears in fig 3.9.

**3.2. Produce refinements/views of local schemata**

The goal of this step is to consolidate each local schema in the grid of refinements/views. Each column of the grid (see fig 3.10) represents an application or functional unit of the organization, while each row represents an abstraction level. Schemata are placed in the grid in such a way to put in the same row schemata at the same abstraction level. Clearly, the above schemata (local schemata chosen for integration + the integrated schema) are also placed in the same row. Also final schemata are placed on the same (last) row. Due to the definition of view, a schema S1 that was integrated into a global schema GI, is dually a view of GI.

In placing schemata according to the above rules, it may happen that some local refinement is never chosen, and so is placed nowhere; in this case we have to suitably modify the schema, abstracting, refining or equivalently transforming some concept in order to obtain a new schema that can be placed in the grid. The final grid is shown in fig 3.11.

**3.3 Produce derivations**

We are now ready to produce derivations. Here we show the case of derivations for statistical data. We assume that statistical data are represented in terms of the Conceptual Statistical Model, described in [12]. We assume that schemata are populated with attributes such as at least:

1. Type, Sex, and Class of Activity for Customer;
2. Name for Agency.
Assume we want to show statistical aggregations defined on Customers, like:

a. Average Age of Customers, classified by Type, Sex, and Name of Agency;

b. Number of Customers, classified by Type and Class of Activity.

The corresponding derivation is shown in terms of the diagrammatic representation of CSM, in Fig. 3.12.

The above mechanism can be uniformly applied to all other types of models represented in the dictionary, like DFDs, Petri nets, and so on.

4. Future Developments

We have presented a proposal for the structure of a data dictionary, and a methodology for its initial design. Some open problems still remain, concerning:

1. The impact of the dictionary in the organization. A new role of dictionary administrator has to be suitably defined, both centrally and in specific organization units, whose goal is to interact both with the user and with the analyst for dictionary design and maintenance.

2. In the paper we have addressed the data dictionary as a passive tool, useful to understand how data are managed in the organization. The dictionary should have also an active role, especially in information system planning activities. While several CASE tools suggest using high level data representations in strategic planning [18], mature methodologies are needed for this purpose.

Another difficult issue concerns the management of a huge amount of diagrams in the dictionary. In order to allow the user navigating among the whole set of schemas, using the structuring mechanisms discussed in the paper, it is necessary to produce dynamically diagrams starting from internal descriptions of their topological structure. Several papers have been written in the last years on automatic graph drawing (see [21], [22]), and some CASE tools provide functionalities that allow automatic layout of diagrams (see [17]). The navigation in the dictionary is made easier having at disposal user friendly languages for expressing the navigation path. Promising results are provided by "Query by Diagram" languages, (see [15], [7]), where E-R diagrams are the interface mechanism at disposal for the user to express queries.
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