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Abstract

Recent developments in mobile communication and small computing devices have had a tremendous impact on our societies. They have brought the dream of ubiquitous computing and communication closer to reality. In the near future the communication and computing devices will enable mass-market scale ubiquitous services and applications. The main challenge will be software that fulfills the needs of personalized, ambient-aware services and applications usable anywhere, anytime. A key enabler for this vision is personal networking supporting the communication in different kinds of environments: in personal domain, in ad-hoc communities, in digital home, in networks without any infrastructure as well as in networks with operator-based infrastructures.

1. Introduction

In our vision, ubiquitous computing and communication scenarios will be facilitated in the near future through so-called smart embedded devices. These devices will be the core components of a personal networking system. This system is autonomously looking for suitable peripheral devices such as displays, input devices, processors, fast access memories, and access points to communication channels. In this way, the personal networking system can dynamically build up a cooperation of devices and objects, which are most appropriate to fulfill the end-user’s demand.

2. Smart Embedded Devices

A Smart Embedded Device probes its surroundings for other system components in order to establish an ad-hoc community. It searches for different kinds of sensors in order to extract ambient information associated with the current location. Components in the surrounding environment can also provide the means, i.e. actuators, to affect the real-world properties of the surrounding. Sensors contribute to this vision the necessary information of local context and actuators the means to affect the real-world context situation.

Such application scenarios imply a suitable service framework in which devices can provide mandatory functions and common interfaces. The current trend in developing communication software is to utilize Internet protocols; not only IP, but also Internet solutions both above and below the IP protocol. Another significant trend is the requirement of ever-faster service and application development and deployment. The immediate implication has been the introduction of various service frameworks, usually referred as middleware. The current mainstream of middleware is based on the object-oriented client/server paradigm, but is increasingly developing towards the peer-to-peer paradigm.

3. Cooperating Objects

The logical representation of hardware or software entities that provide well-known functionality and services are called Cooperating Objects, because of their ad-hoc communication characteristics and the functionality to act autonomous. There might be a massive number of these objects where each object performs its own task autonomously with other objects without a centralized control.

The goal of the Cooperating Objects paradigm is to hide the complexity of application development for different kinds of communication environments. The focus is on ad-hoc communities (the devices, which cooperate without operator infrastructures) and in infrastructure supported networks (the devices are connected with each other and external world through communication infrastructure). Today, the solution stacks for these two environments are very different. The research challenge is to find a common lightweight solution that works reasonably well in both environments.
Cooperating objects realize a distributed platform of interfaces and services that reside between the applications and the devices. The devices are usually of different types and highly dynamic. This requires an according support of the middleware system, which must be able to adapt to the changing environments and to enable the inspection of the underlying components at runtime. This approach is denoted as a reflective middleware. The actual devices or their functional components are represented in the middleware layer as functional objects.

In order to realize a truly personal networking system, the middleware additionally needs to manage and to consider user preferences data. This means, the middleware must have a conceptual model of its current state and the preferences of the user.

Applications based on the client-server paradigm are useful and widely used but they are problematic in an ad-hoc community. In particular, most infrastructure services specified for IMT-2000 are based on the client-server paradigm. If we want smart embedded devices to work seamlessly in both environments of our focus, we need to find out how client-server applications are efficiently implemented for ad-hoc communities. When infrastructure services are not available, then the server functionality must be distributed among the members of the community in order to achieve robustness against leaving members. Here, an important challenge is the management of a distributed state. Therefore, the “server” needs to be distributed among all members of the ad-hoc community. It leads the system to operate on the peer-to-peer paradigm.

The results of the current activities in related R&D projects, e.g. [1], are requirements, specifications, prototype implementations, and proof-of-concept demonstrations of reflective middleware solutions for smart embedded devices like PDAs and high-end mobile phones. The projects do not try to invent the wheel again, but try to reuse – probably with necessary enhancements – existing results as far as possible; particularly from the IETF (Internet protocols) and OMG (e.g. Wireless CORBA [3], Super Distributed Objects [2], Model Driven Architecture [4]).

The peer-to-peer paradigm implies a cooperative behavior of the middleware objects. A common mechanism still needs to be developed that would allow the objects to talk to each other, exchange information, and agree on how they should cooperate to accomplish global and local tasks. Additionally, a rule-based programming support is required that is capable to translate the user’s wishes (global tasks) into smaller units (local sub-tasks), which can be executed by the objects. The objects also should implement a certain degree of autonomy, which can lead to a further subdivision of local tasks into even smaller tasks or to a delegation of own tasks to other objects instead of the accomplishment by itself. In this way, a hierarchical system of responsibilities and cooperations is realized, which imitates human social structures.

4. Conclusion

Smart Embedded Devices will bring us closer to the dream of ubiquitous computing. Light-weight technologies, like Cooperating Objects, will provide the necessary functional support for realization of distributed applications consisting of a number of autonomous but cooperating objects. For example, the functional support comprises communication, service discovery, service usage, and resources reservation, which is a reasonable set of function in order to create first simple applications.

Ongoing and future research activities will more and more concentrate on technologies for the semantic description of objects and of the functions they provide. Such technologies will improve the interoperability of objects to cooperate in an ad-hoc manner, and in turn will bring us again one footstep further towards the vision of ubiquitous computing.
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