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ABSTRACT
Using only traditional techniques the implementation of concerns like exception handling, multi-object protocols, synchronization constraints, and security policies tends to be spread out in the code. The lack of modularity for these concerns makes them more difficult to develop and maintain. This tutorial shows how to use Aspect-oriented programming (AOP) [2, 3] to implement concerns like these in a concise modular way. We discuss the effects aspects have on software design and on code modularity. The concrete examples in the tutorial use AspectJ [1], a freely available aspect-oriented extension to the Java™ programming language.

OUTLINE
This half-day tutorial is divided into three main parts. What follows is a brief overview of those three parts.

Introduction to Aspect-Oriented Programming. We describe the motivation for AOP with one concrete example, we introduce the terminology and we present the big picture of the AOP approach. A complex system contains features that don’t align well with the primary units of modularity. This is a natural phenomenon, but, using only traditional implementation techniques, it causes some problems in the source code: the program units (e.g. Java classes) end up containing pieces of implementation for many different purposes, and, in many cases, those pieces of implementation are tangled, line by line, in ad-hoc ways. The goal of AOP is to provide better support for separation of concerns that crosscut the primary units of modularity.

Basic Mechanisms of AspectJ. We present the basic mechanisms of the AspectJ language, using a single simple example, and in a way that smoothly extends what the audience knows about Java. We start by presenting the notion of “points in the execution” (or “events”) that are captured by a specific AspectJ construct. Examples of those points are the execution of a specific method, the calls to a specific method, the instantiation of classes and the handling of an exception of a certain type. These sets of points in the execution can be composed to form more complex patterns; for example, all the calls that follow the execution of a specific method, or the calls to objects of type SecurityManager. Having this concept explicitly in the language, allows us to define pieces of implementation that crosscut many classes and methods. We present how that can be done with two mechanisms: advice and introduction. We show how aspect code can be reused by inheritance.

Using Aspects. This part of the tutorial presents how the kinds of crosscutting mechanisms AspectJ can capture can be used to design and implement pieces of real systems. The examples include: tracing and debugging, instance counters, layers of functionality for a simple telecom application, consistency checkers, RMI aspects, GUI skins and the subject/observer design pattern.

Besides these three main parts, we will show a brief demonstration of an integrated development environment for AspectJ. We will also present an overview of related systems. The tutorial concludes with an open-ended conversation with the audience.
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