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Abstract

In today’s world of electronic payments, which includes credit cards, gift cards, stored value accounts, and micro payments on mobile devices, successful payment services need to be sufficiently scalable and support diverging use cases to be successful. However, the interaction between horizontal scalability, feature variability and stringent performance and security concerns for these heterogeneous payment applications and stakeholders is not always clear, which creates tension (and sometimes interference) in the successful development of these services. In this work, we identify crucial non-functional requirements for payment services and present a simple framework to map these requirements to existing approaches to achieve both horizontal and vertical scalability. We report on experiences with applying a service line engineering (SLE) approach towards payment services that combines cloud computing and SPL to support feature customization in a multi tenant payment service. We conclude with practical experiences and several lessons learned after applying this SPL engineering methodology on our industrial e-payment use case.
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1. Introduction

With smart phones gaining relevance as a payment vehicle and as a platform for mobile banking, the world of electronic payments is evolving quickly with mobile payments emerging as an alternative to the credit card/debit card ecosystem (e.g., [1], [2], [3]). Apart from simplified ease of use over the Internet, the main drivers are also the ability to (partially) circumvent the drawback of credit card transactions, where each stakeholder in the processing chain takes a percentage of the payment transaction as interchange fees. Given both ongoing technological advances on the client side and continuously evolving requirements, it is important that this increased complexity is anticipated early in the architectural design phase. Furthermore, to address the increased cost and effort in software development time, software reuse across various payment applications is key. The reusability of software can be optimized by applying methodologies such as software product line and service line engineering.

In order to address multiple, potentially conflicting requirements and increase software reuse, the Software Product Line Engineering (SPLE) methodology is a widely adopted approach to ensure that artifacts generated during product development can be reused in a related product [4], [5], [6], [7]. Variation points are typically bound during different stages of development, i.e., at design time, before the delivery of the software. Apart from design time variability, run time variability binding and reconfiguration for different stakeholders and applications play an important role in developing payment services, as happens for instance in certain service line engineering approaches [8]. By combining SOA [9] and SPLE, we apply and evaluate a feature based approach to create a software architecture for variability intensive service oriented payment applications.

Independent of how software reusability is maximised, the final software product should still uphold various non-functional requirements. Especially in the case of payment services, these software qualities are not trivial, but correctly realising these qualities is key to achieving a successful product:

- **Scalability**: by linking together distributed computing resources, cloud-based software solutions are explored for their capability to handle a continuously increasing number of (parallel) payment transactions.
- **Elasticity**: to handle peak loads without having to over-provision, the pay-per-use model of cloud computing [10] offers an interesting value proposition to dynamically scale resource availability in line with the variability in electronic payment transactions load.
- **Heterogeneity**: the payment ecosystem is characterized by different offline and online solutions for macro- and micropayments, ranging from credit cards, prepaid cards, vouchers, SMS- or barcode-based [11] solutions, mobile applications, etc.
- **Security**: the inherent sensitive nature of payment transactions demands for strict security mechanisms, to defend against fraudulent transactions (i.e. integrity, authorization, authentication, confidentiality, and non-repudiation of transactions).

The key research question that this paper investigates, is how all these methodologies interact during the design and development of a payment service, what value they add to
the final system, and whether their application does indeed result in an acceptable system that fulfills all its non-functional requirements. In order to answer this question, we present an industrial case on developing a multi-tenant domain specific software architecture for payment products supporting tenants with different feature requests on top of a single payment platform instance. This platform is being worked out in collaboration with a company specializing in developing payment software. To support runtime customization per tenant, we apply Dynamic SPL [12] for payment software where variation points are related to dynamic properties bound per tenant at runtime. The goal is to end up with a payment platform that is scalable, elastic, heterogeneous, and offers support for various security mechanisms.

The remainder of this paper is structured as follows. After reviewing related work in section 2, we carry out a domain analysis on payment systems in section 3 and present a framework that helps in systematically integrating all the various development facets into a successful software service in section 4. In section 5, we analyze the feasibility and performance of our approach, and report on lessons learned. We conclude in section 6 summarizing the main insights and identifying possible topics for future work.

2. Related work

Software product lines (SPL) [13] are rapidly emerging as a viable and important software development paradigm. An SPL is a set of software intensive systems that share a common, managed set of features satisfying the specific needs of a particular market segment and that are developed from a common set of core assets in a prescribed way. The Software Engineering Institute (SEI) [14] has been a leader in developing a body of knowledge and a set of standard models for software product lines. They offer an extensive framework to put Software Product Line in practice1. Many other SPL design methods and methodologies to manage variabilities in software product lines [15] have been proposed over the past two decades with applications in different industrial contexts, including FODA [16], FORM [17], FAST [18], PuLSE [19], COPA [20], KobrA [21] and QADA [22]. A detailed discussion of these methods would be beyond the scope of this document. We refer the interested reader to surveys and comparative studies in this field [23].

Feature modeling [24] is a technique to formally and graphically model the attributes or features of a family of products. It describes the interdependencies of the product features and permitted variants and configurations of the product family. Clafer [25] is such an example of a meta modeling language with first-class support for feature modeling. It couples feature models and meta models via constraints to map feature configurations to component configurations, and has been applied on an e-commerce platform. Feature models have also been applied for variability reconfiguration in Dynamic Software Product Lines (DSPL). DSPLs [26], [27], [12], [28] produce software that is capable of dynamically adapting its behavior to changes in user requirements, resource constraints, adverse conditions, etc. This dynamism means that the configuration of features can vary at runtime several times during the whole life cycle of the product [29], [30].

While most of the work on DSPLs focuses on reconfiguration based on changing functional requirements, this work aims at adapting enterprise-level applications to different stakeholder or tenant needs, while focusing on satisfying non-functional requirements, such as scalability and security [31]. Cloud computing is known for its horizontal scalability and elasticity. However, payment systems are also strongly characterized by a great heterogeneity in the different payment technologies. This requires support for vertical scalability or scaling up, where new software components supporting new types of payment have to be added to the same overall payment solution. Fig. 1 depicts the tension created by the interaction between horizontal and vertical scalability to support multiple tenants with different feature requirements and the growing heterogeneity of payment technologies.

In [32] and [33], different case studies were presented on how software product lines have been applied in the e-commerce domain. The focus of those works is on variability management at design time, investigating traceability between the features and the architectural model, the modular structure of the architecture, and minimizing feature scattering. Those works do not address product line driven customization at runtime. In [34], Ruehl et al. have shown how they applied SPL to create customizable software-as-a-service applications. The authors also highlight flexibility of multi-tenant applications as a key challenge. However, compared to our work, they did not offer any experimental evaluation of their solution.

For achieving horizontal scalability, related work exists on how systems have successfully been migrated to a cloud environment. Tran et al. [35] study the migration of an application to a cloud platform, with a specific focus on overall cost. They also provide a taxonomy of migration

In this section, we analyze the payment domain to investigate relevant requirements for payment platforms. In general, the payment domain is characterized by a broad variability in functional and non-functional requirements due to the rapid technology evolution and transaction growth:

- **Context of use**: Banking, shopping on the Internet, interact with unmanned point-of-sale (POS) systems, using staffed POS systems.
- **Payment method**: cash, credit or debit card, gift cards, coupon, voucher, stored value card, e-money (virtual and digital currency), carrier billing.
- **Customer payment device**: Credit card and POS terminal, desktop or laptop, smartphone with contactless payment system (SMS, QR code or NFC).
- **Authentication method**: Credit card with Personal Identification Number (PIN), username and password, security token (e.g. Digipass).

This section reviews key characteristic features of widely used and emerging payment systems for online e-commerce transactions and sketch the context in which they are used. We start from the classical credit card scenario, go over more recent trends of digital wallets and mobile payments, and finish with payment-as-a-service.

### 3.1. Credit cards

Credit card payments are still the most common type of payment. A credit card transaction happens in two stages: the **credit card authorization** and the **credit card clearing and settlement** phases. Different fees are incurred at each stage, and a (partial) failure can result in increased costs and/or credit card sales not being deposited. The typical flow of a credit card transaction only takes about a couple of seconds to be approved and completed, and requires interaction between various stakeholders, as depicted in Fig. 2. The flow resembles the 3-D Secure transaction protocol, a standard for authenticated payment [40].

### 3.2. Digital wallets and mobile payments

A digital wallet (or e-wallet) is a piece of software that stores credit card and other information to facilitate payments.
for goods or services on the web. It offers a secure alternative for the traditional leather wallet, and often takes the form of an application on your smartphone. It is based on encryption software that offers the benefit to consumers of convenient secure monetary transactions, while offering merchants better protection against fraud and the ability to sell products faster. Furthermore, digital wallets can also be used to store gift cards, discounts, coupons, etc.

Digital wallets can be classified into two categories: client-side wallets and server-side wallets. Client side wallets are maintained by the end-user with a locally installed application that stores pertinent payment and shipping information. When buying goods online, the digital wallet software completes most of the basic information automatically. With server side wallets, such as V.me by Visa or MasterPass by MasterCard, all of the wallet data is stored on the company’s servers rather than on a local harddrive. When checking out, the end-user has to enter his credentials (username and password) to complete the order. Not having to enter credit card details, the end-user has the benefit that he is protected against any security risks when sharing sensitive information. The benefit for merchants of server side wallets (compared to client side ones) is that the former have a greater degree of standardization. Other examples of web service based digital wallets include PayPal, Yahoo! Wallet, Amazon Payments, Google Wallet, etc.

3.3. Payment-as-a-Service

The POS is the location where the payment transaction between the customer and the merchant is taking place. Traditional or standard POS terminals use phone lines to communicate with the payment processor which requires merchants to either lose their line while the payment transactions are being processed or get a second one. Virtual POS solutions can turn a regular computer into a point-of-sale (POS) terminal by simply adding a USB swipe card reader and using an existing Internet connection — eliminating the need for additional phone lines — to securely transmit sensitive data over a Secure Sockets Layer (SSL) connection. Payment Service Providers (PSP) offer such solutions to credit card accepting merchants to authorize credit card transactions. In fact, the latest PCI DSS v3.1 standard argues that SSL and early versions of the TLS protocol are no longer considered sufficiently secure, and recommends to migrate towards the TLS v1.2 protocol3.

The rise of cloud computing created the opportunity to have POS systems deployed as software-as-a-service (SaaS), i.e. as a single instance of a service that can serve multiple merchants. This way, POS solutions can be directly accessed over the Internet within a browser environment. An additional advantage is that cloud-based POS systems are independent from the underlying hardware platform and to a lesser extend from operating system limitations. As the POS system is not run locally, there is no on-site installation required. SaaS-based payment solutions are agile, configurable, scalable, and loosely coupled, and can be offered as a single technical gateway for the merchants. These POS services can be customized according to the preferred payment methods or the merchant’s needs. Such services rely on metadata to be configured [41]. Offering a centralized SaaS-based solution that supports the different requirements of the merchants through metadata-based configuration is known as multi-tenancy [42], [43]. A final advantage of cloud-based POS solutions compared to traditional in-store systems is that they can be used on mobile platforms as well.

4. Feature-based variability

We adopt a service line engineering [8] method which combines the benefits of software product line engineering
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2. https://eu.v.me
3. https://masterpass.com
and those of multi-tenancy so that SaaS applications can be efficiently customized and tailored to tenant specific requirements. The service line engineering methodology starts with a domain analysis (see section 3) and a variability analysis, resulting in a feature-based variability model with the explicit representation of non-functional requirements. The next step is the design and development of the service line architecture. A high level overview of the methodology is shown in Fig. 4, and will be further illustrated in the following sections.

4.1. The payment service feature model

We first identity the scope of the payment product line by defining the mandatory and optional features of products derived from this software product line in a feature model (see Fig. 3, designed with FeatureIDE5). The reason for choosing feature modeling is because the simple, hierarchical models that capture the commonality and variability are easy to understand. Feature models provide a generic way to represent variability in the product line that is independent of any specific application domain or software technology.

A payment transaction involves collaboration between 2 parties, the issuing and acquiring party, and one or more trusted third parties to verify the identifies and the validity of the payment transaction. The acquiring party is the stakeholder acquiring money at the end of the transaction (e.g. a merchant), whereas the issuing party sends money (e.g. a customer). The transfer could be an online transfer of a local currency, or someone redeeming a voucher or gift card, etc. Payment transactions can take place between multiple stakeholders. Beyond the regular payment flow, there may also be cancellations, chargebacks or refunds to the customer due to processing errors, insufficient funds, incorrect billing, no or expired authorization, etc. A transfer of one account to another involves multiple changes (debiting and crediting), but is seen as a single transaction. The Atomicity, Consistency, Isolation, Durability (ACID) properties guarantee that the transaction is processed reliably. For payment transactions, idempotence guarantees that in case of a system or network failure, an attempt to reissue the request (or the reversal after a timeout) does not lead to unpredictable behavior (e.g. duplicate charges).

When a transaction is completed successfully, the accounts of both entities are adjusted accordingly. For non-cash payment transactions, some intermediary parties are involved to confirm the identity of the customer and approve the transaction. Offline account storage mechanisms, such as electronic wallets, usually eliminate the need to repeatedly enter identifying information into purchase forms, but encounter other security challenges, like double spending [44].

4.2. Non-functional feature variability

Electronic payments involving multiple (wireless) networks present various security challenges:

- **Confidentiality**: Only those stakeholders involved in a payment transaction should know what was purchased and the payment mode used.
- **Authentication**: The merchant or customer must be able to trust claimed identities in the transaction.
- **Integrity**: Unauthorized parties should be prevented from being able to modify the transaction data.
- **Authorization**: Procedures must be in place to verify that the customer can make the requested purchase.
- **Non-repudiation**: Procedures should be in place to prevent against any single party from reneging on an commitment after the fact.

Note that these security features are not mandatory. For example, authentication of the customer may not be required for vouchers, whereas for credit card payments it is.

Security, as a software quality, cannot in general be directly mapped to features, as feature oriented software development typically considers functional aspects. However, while security is often introduced as a non-functional requirement early on in the development process, it needs to be operationalized and translated into specific responsibilities that can be assigned to (and implemented by) individual components (e.g., via the KAOS approach by Van Lamsweerde et al. [45]). Once this is done, the resulting security functionality is not inherently different from that of a functional requirement. As an illustration, consider the abstract confidentiality feature from Fig. 3. As a non-functional requirement, it is not straightforward to simply instantiate ‘confidentiality’. However, confidentiality can be refined into concrete features of ‘TLS’ and ‘Disk encryption’, which can be instantiated.

Once a feature tree is sufficiently refined so that all branches are concrete, implementable features that can be assigned to individual components, we can modify these software components to expose this functionality via an interface. For instance, consider the case of confidentiality being refined into TLS and disk encryption: Implementing TLS implies that networked components are modified to use a TLS library. Similarly, components that write to and read from disk, can be modified to encrypt, resp. decrypt disk contents. These modifications can be exposed via an interface that allows users of these components to easily enable and disable TLS, and enable and disable disk encryption, given a key.

5. http://www.iti.cs.uni-magdeburg.de/iti_db/research/featureide/
4.3. Service variants through feature selection

Each and every feature in the feature model represents a desired characteristic of the system for one of the stakeholders. For the concrete realization of the application, a permissible selection of these features correspond to software building blocks that need to be composed into new product variants. These common reusable software building blocks are often known as core assets.

Once the desired features are specified, the feature model can be customized such that the requested features are included and the non relevant ones are left out. Instantiating a new payment service variant boils down to defining a fully concrete feature model with no points for further customization. This process results into what is known as a configuration. Any configuration can be checked against the feature model to determine whether it is a correct and complete configuration of a software product variant.

4.4. Implementation with reusable core assets

We have implemented an online RESTful payment system that allows the creation and consumption of monetary transactions as a service. It is partially inspired by the RIPPLE open source payment system6, but serves a different purpose. Our system enables business owners to create electronic coupons that can later be redeemed by customers, or sellers to create payment requests that can be sent to a buyer for completion at a later time. This decoupling of creating and consuming payment requests allows for more flexibility in applying the payment framework to different use cases. In order to achieve this, it is built on top of a public key infrastructure, coupled to an off-the-shelf user management and access control system7. To ensure scalability and availability, it uses a scalable distributed data store in the backend, which enables clustering of service instances, and transactions are automatically partitioned and replicated among the different service instances.

A high-level graphical overview of the service is shown in Fig. 5. It depicts a logical view on the payment service, the core assets and how they are linked with one another. The payment-as-a-service application is built on top of two main components, (1) a Hazelcast cluster, i.e. an efficient fault tolerant in memory data grid with support for distributed computing, caching with bindings for monitoring and persistent data stores, and (2) an OpenAM cluster used for identity and access management, including authentication and authorization. All core assets are exposed through RESTful services to simplify the mapping onto the feature model. The service offers a RESTful interface for 1) configuration management to customize the service deployment and the assets it provides, 2) user authentication to identify buyers and sellers using the identity and access management framework, 3) user provisioning for online bank accounts, 4) key pair management for signing and verifying digital monetary transactions, 5) transaction management with support for distributed locking and various replication modes, and 6) performance monitoring.

A seller creates a payment request, adds an authentication token, adds his certificate and digitally signs the request. This request is then uploaded to a payment service which uses the token to verify that the seller is authenticated, and that the payment request is valid. A URL to the payment request is returned, which can then be used by the buyer to consume the payment request and complete the transaction. Completing a transaction mirrors the payment request creation, but instead
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variants through feature selection. As shown in Fig. 4, we define the configuration of each tenant of the payment service. Models at runtime. Instantiations of these feature models are handled in section 5.1 and 5.2, respectively. A detailed discussion on the operation of this service is out of scope, but a running instance of this service with detailed documentation with sequence diagrams is shown in Fig. 6 and 7.

5. Evaluation

At this point, we have elicited requirements and translated them to a feature model, refined the feature model and mapped it to an implementation, and enabled easily selecting service variants through feature selection. As shown in Fig. 4, we are now in a position where a customer can easily instantiate a customized version of the payment platform. This section evaluates that process in two dimensions: 1) whether the runtime adaptation itself is scalable and does not negatively impact the quality of service of the resulting service, and 2) whether the process itself is sufficiently flexible. These topics are handled in section 5.1 and 5.2, respectively.

5.1. Evaluating non-functional requirements

Our experiments will investigate the impact of using feature models at runtime. Instantiations of these feature models define the configuration of each tenant of the payment service. Depending on the payment type (e.g., credit card, voucher, gift card, mobile payment), different security features are activated (e.g., authentication of the customer). Our exper-
iments investigate the impact of (1) a growing number of tenants (e.g., merchants), and (2) a growing number of payment transactions. Rather than using a production environment for the systematic performance and scalability assessment, we carried out the evaluation in a controlled environment with reproducible workloads to better understand possible feature interactions that influence performance. The experimental setup consists of 10 machines, each equipped with an Intel Core 2 Duo 3.00 GHz CPU and 4GB of memory. All machines are linked to a 1 Gigabit network. We use an additional 5 machines to simulate event streams of a large user base. Each instance is deployed on an Apache Tomcat 8.0.18 application server on a 64-bit Ubuntu 14.04 system. To benchmark the scalability, the load \( N \) (in terms of transactions per second) is incremented on a fixed configuration.

In a first experiment, we show the impact of runtime feature oriented customization on the service. We present results for 1 up to 100 tenants (e.g. merchants) each selecting a random configuration from the feature model. We compare the performance where the configuration for the information security features is fixed at deployment time and tested individually per tenant, versus a multi-tenant scenario where these features are dynamically (re-) configured per tenant at runtime.

The configuration of each tenant is stored in a relational database (see Fig. 5). These configurations are loaded into memory and replicated with Hazelcast\(^8\) to all nodes. At startup, we see a growing performance impact on the network for this initial replication. However, once the system is in steady state, we measure an average performance impact of 2-3% compared to a scenario where the configuration is fixed, and we measure no statistically significant difference between 10 or 100 tenants (see Fig. 8).

In a second experiment, we show the performance impact of runtime customization on the total time to handle a payment transaction. Fig. 9 shows the overall impact on the residence time, i.e., the end-to-end duration, of a transaction. For a static scenario, using dedicated instances with fixed configurations for 10 tenants, it depicts the minimum, mean and maximum time to complete a transaction for an increasing number of concurrent transactions per second. The mean value is compared with the processing times for a dynamic scenario using feature oriented customization per tenant. Here, we see an impact of maximum 10%.

In general, the previous results for the performance overhead of tenant specific runtime customization are considered acceptable for two reasons. First, these overheads are worst case scenarios when each transaction needs to be customized. Additionally, the overhead is predictable and can be anticipated in case of stringent QoS constraints.

5.2. Practical experiences and lessons learned

In this work, the objective was to investigate the interaction between horizontal scalability, feature variability and stringent performance and security concerns for different payment applications and stakeholders. In this section, we will briefly summarize some practical experiences and the main lessons learned.

5.2.1. Dynamic workflow customization. Payment transactions implement protocols with different degrees of complexity for both interoperability (e.g. protocol adapters to support different international payment standards) and different authentication and authorization requirements for micro payments, gift cards, mobile phone payments, etc. Managing the feature variability at this level not only requires proper management of selecting and mapping features to reusable software components, but also an explicit representation of how features can be mapped onto protocols or workflows (see Fig. 2, 6 and 7) that can be customized dynamically at runtime (e.g. by the tenants). A straightforward mapping of a single feature map onto a workflow is not feasible, as many features may interact with the same workflow and consistent behavior in the workflow must be guaranteed upon feature selection. Additionally, while some customizations are technically feasible, they sometimes do not make any sense from a security perspective. Therefore, it is advisable to constrain (or even predefine) the amount of configurations upfront.

5.2.2. Enhanced scalability assessment. We have analyzed the impact of feature based customization per tenant and the

\(^8\) http://hazelcast.org
performance overhead per tenant. Our starting assumption was that there was a fairly good isolation between tenants regarding the performance and latency of payments. However, we found that different feature set selections may trigger hidden or unexpected feature interactions causing SLA violations, but only under particular workloads (i.e. above a certain threshold of concurrent transactions).

To systematically compare the performance and scalability results of different configurations under different loads, we need better support for theoretical scalability models, and we intend to further explore the applicability of Gunther’s Universal Scalability Law (USL) [46]. The Universal Scalability Law combines (a) the initial linear scalability of a system under increasing load, (b) the cost of sharing resources, (c) the diminishing returns due to contention, and (d) the negative returns from incoherency.

Unfortunately, predicting feature interactions is far from trivial as benchmarking all configurations upfront is not feasible. Further research is necessary to predict the scalability of a system given a scalability model (like the USL) derived from a limited set of feature selections.

5.2.3. Performance impact prediction of individual features on existing configurations. In this work, we focused on the scalability assessment of multi-tenant SaaS applications that can be customized following a service line engineering methodology. However, testing each and every feature combination is time consuming and not feasible due to the sheer amount of feature combinations. We found that it is very hard to automatically select a representative or most valuable set of feature combinations for load testing, such that we can carry out a comprehensive assessment of the overall scalability based on the testing results of a limit set of feature combinations.

This is especially important if we want to anticipate the performance impact when enabling a new or existing feature in an existing service configuration of a particular tenant. Although many features were tested individually, predicting the performance impact on a given feature selection was not straightforward. We are currently exploring to what extent methods such as those proposed by Guo et al. [47] can be applied to investigate performance prediction of applications that exhibit a high degree of variability. They used statistical learning techniques to predict performance based on a small sample of measured variants. Their approach aims to take into account the impact of features within an application that interact with one another in unforeseen ways. However, our case is more sophisticated as these hidden feature interactions can also occur within work flows and across tenants with different feature set combinations.

6. Conclusion

The use of a SPLE is well established for the development of applications that are characterized by a certain functional variability within the same product family. The key research question that we investigated in this paper is how software development methodologies like Dynamic SPL [12] and cloud deployment strategies interact during the design and development of software-as-a-service applications that can be customized at runtime per tenant. To answer this question, we presented an industry case on a multi-tenant domain specific software architecture for payment products. With our methodology, we can validate whether the application indeed results in an acceptable system that fulfills all its non-functional requirements. Experimental results in a multi-tenant scenario show that dynamic tenant based customization for security and scalability with feature models causes a minimal overhead of less than 10% on the actual payment transactions, and hardly any statistically relevant impact for a growing number of tenants. However, a limitation of our evaluation is that the experimentation was carried out in a controlled environment with reproducible workloads to better understand possible feature interactions that influence the performance. Further validation is necessary to ascertain whether we can generalize our conclusions to real life workloads and different tenant configurations.

Future work will evaluate our framework on more complex use cases with extra value added services that are more computationally intensive (e.g. for fraud detection). We will explore trade-offs between scale up (vertical scalability) and scale out (horizontal scalability). Other topics of interest are new strategies to automatically identify a minimum set of feature configurations to produce an accurate scalability characterization without testing all combinations exhaustively.
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