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Abstract

Many software development projects fail to reach their goals or are aborted. This results in economic problems, lost welfare, and may even endanger humans. In many cases, an improper choice of the software development methodology (SDM)—or not following an ideology towards development at all—can be identified as the root problem. Choosing an adequate methodology is no trivial attempt, though. Conflicting aims of classical methodologies and agile approaches add further complexity. We identify common characteristics that can be found in each SDM and present a structured approach for classification. We also present a mapping to existing methodologies to underline the applicability of our approach. This helps to compare fundamental, integrated, and agile SDMs. Furthermore, we discuss our findings and highlight their implications for choosing an SDM. We thereby contribute to the theoretical body of knowledge and provide advice for businesses at the same time.

1. Introduction

Failing software development projects are a common observation. Even though only some failures are noticed by the general public—such as the modernization of US taxing authorities with a delay of eight years and a loss of (at least) 1.6 billion USD [1]—studies of software development failure fill up books [2], [3], [4]. Failure can be observed independently of project kind and size, and industrial sector [5]. This not only is an economical problem for affected companies and a loss in welfare but in some cases humans are harmed directly. A well studied example is the introduction of a new system for ambulance dispatching in London. Delayed dispatching due to system problems has been attributed for up to 30 fatalities [6], [7]. The observed problems were systematic rather than coincidental [8].

There are two ways to address such problems. Firstly, Software Engineering (SE) applies principles of the engineering discipline to software development [9]. This specifically concerns the architectural and technical background of development. Examples for SE practices are the use of design patterns [10] and the introduction of software testing techniques [11]. Secondly, software development methodologies (SDM) provide frameworks for managing development projects. They do not primarily address technical details of how software is developed but determine the organizational embedding of development and give guidelines for organizing activities. Thereby, they can be used to decrease the risk of project failure [12].

Since Benington proposed the Phase Model in 1956 [13], a great number of development methodologies have been made up [14], [15]. It is indisputable that no silver bullet [16] has been found so far—development methodologies should be chosen (and customized) in accordance with projects’ characteristics [17], [18]. Applicability to problem domains is often associated with agile development [19]. Discussions—particularly whether to develop agile, or not—tend to be dogmatic [20], though, and no structured approach for choosing development methodologies exists [21]. The latter has been identified as a research objective [22].

Our work contributes to this research in several ways. Firstly, we present the theoretical underpinning of software development methodologies. We explicate the characteristics that can be used to describe methodologies and provide a framework for categorization. Secondly, we provide an exemplary mapping to existing methodologies. This also highlights differences and similarities between fundamental, integrated, and agile approaches. Thirdly, we discuss our findings to highlight implications and directions for future research. And fourthly, we contextualize the topic by embedding it into a survey of existing (yet limited) approaches.

The paper is structured as follows. Section 2 summarizes existing work. Our research method is sketched in Section 3. In Section 4 we develop common characteristics for software development methodologies and map them to actual SDMs. Section 5 presents a discussion of our findings and highlights future work. In Section 6 we draw a conclusion.

2. Background and Existing Work

For illustration purposes, we relate our argumentation to several widely used software development methodologies.
These are the Waterfall Model according to Royce [23] and Boehm [24], the Spiral Model according to Boehm [25], [26], the Rational Unified Process (RUP) according to Booch et al. [27], [28], the V-Model XT [29], Scrum according to Schwaber [30], [31], Extreme Programming (XP) according to Beck [32], [33], Crystal according to Cockburn [18], [34], Feature Driven Development according to Palmer and Felsing [35], and Dynamic Systems Development Method of the DSDM Consortium [36]. We expect the reader to be roughly familiar with these SDMs. Empirical validation for the prevalence of the chosen methodologies is e.g. given by Cockburn [34].

First attempts to identify criteria for choosing SDMs can be traced back to the 1980s [25], [37]. An early concept was proposed by Boehm and Belz in 1990 [38]. They present a model that is based on five steps and takes into consideration a number of criteria. While this work was ahead of its time, it is limited to the by-then popular methodologies such as the Waterfall Model and the Spiral Model.

Alexander and Davis presented an approach for choosing adequate processes for software development projects in 1990 [39]. By limiting their work on processes, not all aspects of SDMs are addressed. Nevertheless, 20 criteria from different categories were identified. For each criterion three possible values can be chosen. Turner and Boehm [40] [41] proposed a set of selection criteria for SDMs in 2003. Their work is driven by the insight that software development is highly influenced by human factors such as culture and communication. They also stress the influence of human factors on their choice of agile methodologies.

FilB et al. describe 18 criteria to support decisions for or against development methodologies [42]. They also propose a process for identifying SDMs that might be suitable for a company. The work can be used for classification but it lacks details on the actual choice of SDMs. In their 2008 work, Bunse and von Knethen suggest how to choose SDMs [43]. Their approach is based on first determining the business context and to then mapping it with methodologies. This mapping is based on 11 criteria. The selection takes into account qualitative data only and is not entirely transparent.

Wildemann classifies nine SDMs by proposing 12 criteria with five distinct values each [21]. Unfortunately, it is not described how values have been determined. Development projects are classified by 33 criteria. Choosing a SDM is based on a comparison of the methodologies’ applicability.

Finally, Heinemann and Engels [44] describe a methods for project-specific selection of a SDM. Considered methodologies include the Waterfall Model, the Rational Unified Process, and Scrum. The method is based on a relatively small number of criteria. Nevertheless, the authors report empirical evaluation and underline its practicability.

The history of classification approaches underlines the importance of the topic. At the same time, it shows that no unified approach has been found, that no holistic method for selection has yet been developed, and that most ideas either lack a sound theory or empirical validation.

Besides the structured approaches, research on differences of methodologies and their applicability to certain kinds of projects exist. For example, a not scientifically assessed study of NTT data compares three different development methods [45]. Three teams of nine developers each had to develop a program. The study particularly reports a shorter time for finishing the program by developing agile. However, the given case can be explained by the Follow-the-sun approach [46], [47] chosen by the agile team; the team that followed the waterfall model only worked 8 hours per day. Since this example and similar work only roughly relate to our paper, we will not highlight further approaches.

3. Methodological Approach

The research method our work is based on is design science [48]. While empirical studies make an important contribution to the knowledge on SDMs, our work has a different aim. By identifying common characteristics—which can also be called IT artifacts [48] in this context—we foster a general understanding of software development methodologies. We followed the typical cycle of build and evaluate [49]. Characteristics were identified iteratively by analyzing the literature and checking existing methodologies. We then evaluated our findings by applying them to actual SDMs, eventually leading to improvements of the artifacts [50]. This process is reflected in Section 4.

In the overall context of our research, this paper is a first step. The ultimate goal is to design a method that allows to identify the most suitable SDM in a given context. This includes to be able to categorize applied methodologies by merely checking their characteristics. In particular, it should become possible to understand how companies modify methodologies for their needs and to learn whether these modifications have a satisfying impact. Reaching this goal requires a number of subsequent steps, each contributing to the body of knowledge and broadening the understanding of SDMs. Therefore, the iterative nature and the problem solving focus of design science [49] is ideal for our work.

A particularity of our work is that its outcome was only clear to some extend a priori. An approach that is based on “learning via making” [51] is typical for design science research. A final reason for using a design-oriented approach is the creation of artifacts “intended to solve organizational problems” [52]. Our work also contributes to the theoretical knowledge of IT artifacts—namely the characteristics and SDMs. Theorizing about IT artifacts has been identified as a vital function of information systems research [53]. At the same time, the result of our work is valuable for businesses.

The previously presented existing approaches on the selection of development methodologies utilize different levels of abstraction. The approach in [40] mainly focuses on
balancing of traditional and agile methodologies, whereas the approaches in [38], [39], [43], [21] and [44] operate on the level of concrete methodologies. Similar to [42], in this paper we lower the level of abstraction and directly focus on the characteristics of methodologies in an aggregated way. This approach increases the transparency as it reveals the root cause for the suitability of a specific method in an actual project. Moreover, this level of detail enables the users of a certain methodology to identify inappropriate characteristics as well as possibilities for tailoring and customization. The way characteristics were derived is not described from a high level perspective. Rather, we explain it along with each characteristic in the following section.

4. Software Development Methodologies

After explaining basic ideas, we explain characteristics of SDMs. They are then exemplarily mapped to existing SDMs.

4.1. Basic Considerations

By definition, every software project is characterized by its uniqueness described by its objectives and scope, its specific constraints on time, budget and resources as well as its designated form of organization. However, one can identify uniform and recurring patterns across projects. Thus, software development methodologies represent a supportive and structuring element for running of software projects.

Therefore, we define a software development methodology (SDM) as a reference model for the development of software describing the various statuses of the corresponding software projects. According to Shuja and Krebs, methodologies typically include process elements such as phases, iterations, milestones, and activities as well as content elements such as work products, roles, standards, and practices [54]. Based thereupon, we identified different attributes and corresponding values. Taking on a process-oriented perspective, the identified attributes include supportive disciplines, development phases, and a proceeding strategy.

In contrast, taking on a content-oriented perspective, the identified attributes are specification depth, mandatory practices, and procurance assistance.

In the style of the classification of Ramsin and Paige, we distinguish between

- fundamental methodologies\(^1\) such as the Waterfall Model and the Spiral Model,
- integrated methodologies such as the Rational Unified Process and the V-Model XT,

\(^1\) Ramsin and Paige call them seminal [55] which reflects their importance but not their character.

This distinction resembles the historical development of SDMs from very basic approaches to integrated ones and the rather new emergence of agile methodologies.

4.2. Characteristics of Development Methodologies

In the following sections we described the distinctive characteristics methodologies are made of.

4.2.1. Supportive Disciplines. The examined methodologies primary focus on aspects of software development such as analysis, implementation, and testing. However, various methodologies additionally describe supportive and thus related disciplines such as project management, quality management, change management, configuration management or documentation.

Although there are general frameworks for the supportive disciplines such as the Project Management Body of Knowledge (PMBoK) or Projects in Controlled Environments (PRINCE2) for project management and ISO 9001 and Software Process Improvement and Capability Determination (SPICE) for quality management, SDMs cover those subjects in an integrated and dedicated manner.

4.2.2. Development Phases. In order to structure software projects, factually related activities are usually grouped into different phases that represent the life cycle of a software system—ranging from its initial idea via its realization and operations to its final disassembly. In this context, the IEEE defines the software development cycle as an aggregation of the phases requirements, design, implementation, testing, and installation [56]. Building on that, the concept of the software life cycle additionally covers the post-assembly phases operations, maintenance, and disassembly.

However, software development methodologies do not necessarily cover all of these phases. This especially holds for the additionally defined phases of the software life cycle. In fact, commonly known methodologies such as the Rational Unified Process and Scrum indeed cover all development-related phases but they provide marginal information on the subsequent ones. However, decoupling phases of development from phases of operations, maintenance, and disassembly may result in critical risks and issues such as

- inefficient collaboration between development and operations teams,
- insufficient maintenance-related work products in case of production problems, and
- deprecated documentation and legacy source code hindering disassembly and replacement.

In order to overcome these drawbacks, the following three approaches can be identified.

1) **Tight Coupling** with related concepts aiming at easy integration. For instance, the V-Model XT [29] explicitly defines an interface for post-development phases
conducted with the Information Technology Infrastructure Library (ITIL) [57].

2) Defined Extension of an existing software development methodology. For instance, the Enterprise Unified Process (EUP) by Ambler and Constantine extends the Rational Unified Process with information on operations and maintenance phases [58].

3) Pragmatic Combination of a software development methodology with an analogue concept. For instance, the utilization of Scrum with Kanban can be frequently observed as they both represent lightweight and agile approaches [59].

Thus, coverage of phases as well as the capability for coupling, extension, and combination with other concepts represent a differentiation criterion among software development methodologies.

4.2.3. Proceeding Strategy. Bremer classifies software development methodologies via their proceeding strategy [60].

In this context, the author identifies the values sequential, iterative, incremental, participatory, and evolutionary:

- Sequential. The phases of the software development methodology are executed one after another. In order to start a certain phase, its precedent phase must have been completely finished first. It is generally distinguished between a strictly sequential strategy and a sequential strategy with offsets. The latter explicitly allows to repeat previously already finished phases.
- Iterative. In contrast, iterative software development methodologies cyclically conduct and finish the defined phases. The main objective of methodologies with this particular proceeding strategy is to receive early customer feedback in order to identify shortcomings as soon as possible. Figure 1 exemplarily shows that all components are already implemented after the first iteration. The later iterations only serve for refinements.
- Incremental. Analogously to the iterative proceeding strategy, the phases are cyclically conducted. However, after each cycle only a particular increment is delivered. Therefore, these increments respectively represent a subset of the whole system. In order to continuously minimize the risk of the project, the most critical components are usually implemented in the early iterations. Figure 2 exemplarily shows how increments primary serve as extensions, not as refinements.

- Participatory. The prospective users of the system are actively and continuously involved during the whole development process. Critical success factors for this proceeding strategy are users access to relevant information, the possibility of taking independent positions, involvement in decision making, adequate methods for participatory development, and sufficient tolerance regarding technical and organizational solutions.
- Evolutionary. Considering this particular proceeding strategy, the initially not entirely known requirements are successively identified via practical tryout. In contrast to the iterative and incremental proceeding strategies, the objectives of the project are not fully established initially but identified and refined throughout the development process. An evolutionary proceeding strategy may be realized using evolutionary prototyping.

Different combinations of these proceeding strategies can be observed in theory and practice—the values of attributes are not disjunctive. For instance, the Rational Unified Process is classified as iterative and incremental. Figure 3 exemplarily shows an iterative-incremental proceeding strategy.
However, the emergence of SDMs with a proceeding strategy that is both iterative and incremental led to some confusion on their differences so that even synonymous usage of these two terms can be observed. Even though both strategies conduct the project phases in cycles, they differ in their main objectives—iterations represent refinements whereas increments represent extensions.

4.2.4. Specification Depth. The present controversy on fundamental, integrated, and agile software development methodologies is also a debate on the depth of the solution specification in order to successfully conduct a software project. Considering this attribute, Bunse and von Knethen identify the disjunctive values of learning teams, defined efficiency rules, predefined starting suggestions, and formalized frameworks [43]. In order to further differentiate methodologies belonging to the latter class, we additionally distinguish between those formalized frameworks that have an abstract character and those with a very detailed embodiment. Figure 4 graphically summarizes this definition; the values can be described as follows:

- **Learning Teams.** Representatives of this value have the highest degree of flexibility as there are only very few defaults specified. Instead, the project teams are asked to jointly and adaptively organize their work in an efficient, target-oriented way. An example of a learning teams-centered methodology is Scrum.
- **Defined Efficiency Rules.** This approach follows close rules aiming at the efficient conduction of a software project. Rules are dependent on defined influence factors such as the size of a team, and scale from a strong emphasis on flexibility to a more detailed focus (Build-up). The Crystal methodology family [61] is considered as a methodology with defined efficiency rules.
- **Predefined Starting Suggestions.** Methodologies with this specification depth support project managers and teams by the means of predefined starting suggestions. Suggestions include related requirements that represent the basis for all involved stakeholders for the individual embodiment of the actions within the software project. Extreme Programming is an exemplary methodology with predefined starting suggestions.
- **Abstract Frameworks.** Methodologies representing abstract frameworks are characterized by a large set of defined core elements, roles, activities, and work products. However, abstract frameworks provide no or only little information on the actual embodiment as regards content. Therefore, these frameworks offer a certain degree of freedom of design. The V-Model XT can be classified as an abstract framework.
- **Detailed Frameworks.** The highest degree of detail is covered by representatives of this class. Methodologies with a specification depth like this provide a broad portfolio with defaults and descriptions on various aspects of the project. They also cover supplementary elements such as metrics, standards, and checklists. It is generally required to tailor (i.e. customize) detailed frameworks by selecting all required elements in a project-specific manner (Cut-down). The Rational Unified Process can be considered to be a detailed framework.

4.2.5. Mandatory Practices. Practices, sometimes differentiated as best practices and good practices, represent specific instructions on various activities in software projects. Such practices often address only particular aspects of a wider problem. For instance, coding standards may enable standardization and simplification of the source code whereas test-first programming can represent an instrument for the reduction of occurring defects. However, both practices can separately contribute to an adequate inner and outer software product quality. Following the approach of Jacobson et al. [62], we distinguish the following classes of practices:

- **Software Engineering Practices.** These practices aim at the analysis, design, and implementation of software artifacts. Examples are Visual Modeling in the Rational Unified Process and Prototyping in the Spiral Model.
- **Social Engineering Practices.** Communication, coordination, and collaboration of project teams is the aim of these practices. Examples are Stand Up-Meetings in Scrum and Side-by-Side Programming in Crystal Clear.
- **Organizational Practices.** These practices focus on planning, executing, and controlling software projects. Examples are Timeboxing in the Dynamic Systems Development Method [36] and Negotiated Scope Contracts in Extreme Programming.

Due to its concretely described activities and objectives, practices generally have a very application-oriented nature. Therefore, this characteristic considerably separates practices from more abstract elements of SDMs such as values and principles. Moreover, in most cases practices are independent of other practices for which reason they can be applied or not applied based on the concrete situational context of a project. Nevertheless, in this paper we primary focus on defined mandatory practices of software development methodologies in order to sharpen our research’s focus.
Even though the relevance of practices increased particularly due to the emergence of agile software development methodologies, many ideas realized in practices can be traced back to fundamental and integrated approaches. Therefore, some sources estimate that there are several hundred practices in existence [63]. However, as practices enjoyed their renaissance due to the emergence of agile SDMs, it can be differentiated between process-oriented agile methodologies such as Scrum, practice-oriented methodologies such as Extreme Programming as well as hybrid ones putting emphasis on both processes, and practices as it is the case in Feature Driven Development.

4.2.6. Procurement Assistance. In order to successfully introduce and utilize a software development methodology, the provided capabilities for the procurement assistance need to be considered. Hence, the different project stakeholders need to acquire role-specific knowledge on the corresponding methodology. In this facet of organizational learning, we distinguish mediated and applied procurement assistance.

The available media on software development methodologies ranges from summarizing articles via comprehensive books to detailed handbooks. Moreover, electronic process guides (EPG) such as the Eclipse Process Framework (EPF) [64] have been established. In contrast to traditional offline documentation, these tools enable methodologists to first tailor and then publish a methodology in a digital manner. Afterwards, the resulting information can be consumed from different perspectives, for instance in the form of activities and roles structured along roles or phases.

Applied procurement assistance can be mainly subsumed as the availability of training, coaching, and certifications. In this context, trainings can be characterized as an proactive type of knowledge transfer describing the desired to-be situation. In contrast, coaching primary features the observation and analysis of the present as-is situation and the subsequent identification of areas for improvement. Moreover, certifications are considered as an instrument for the demonstration of the capabilities of individuals and organizations towards a specific software development methodology.

4.3. Exemplary Mapping to Existing Development Methodologies

In order to illustrate our classification framework, we map the previously described attributes and values to selected popular representatives of each class of software development methodologies, namely

- the Waterfall Model as a traditional methodology,
- the Rational Unified Process as an integrated methodology, and
- Scrum as well as Extreme Programming as agile methodologies.

We selected two representatives of agile methodologies in order to illustrate that there may be fundamental differences even in methodologies of the same class that can be outlined using the identified characteristics and values.

4.3.1. Waterfall Model. Taking on a process-centered perspective, the supportive disciplines of the Waterfall Model are mainly quality management and documentation. In this context, some sources criticize that testing activities start too late and without any customer involvement [65]. However, a central concept of the Waterfall Model is the integrated verification and validation of the results by the customer in order to complete a certain phase [23]. An underlying implication of the Waterfall Model is that both problem and solution can be fully described upfront [66], i.e. a priori. This is also articulated by the emphasis of the Waterfall Model on extensive documentation [23]. Considering other process-oriented characteristics, the Waterfall Model describes a sequential proceeding strategy also covering all phases from requirements to operations, while not explicitly covering maintenance and disassembly [23].

From a content-oriented perspective, we classify the specification depth of the Waterfall Model as abstract framework. The methodology strictly defines the different, sequentially ordered development phases, various work products and five principles such as design-first development and customer involvement [23]. However, it does not provide in-depth information on how to practically realize these guidelines. Additionally, only the usage of the practice of prototyping is considered as mandatory practice. Procurement assistance is only available in the form of articles such as [23] and [24] or some summarizing book chapters.

4.3.2. Rational Unified Process. The Rational Unified Process is structured in core phases covering all activities from initial business modeling and requirements engineering up to the final deployment. However, additional information on operations, maintenance and disassembly is not fully included. Considering the supportive disciplines of Rational Unified Process, the methodology also explicitly defines supplementary phases covering the supportive disciplines project management, change management, and configuration management [27]. Moreover, the methodology also considers various activities for quality management and documentation in an integrative manner [42]. As the Rational Unified Process is an indirect descendant of the spiral model [67], it also follows an iterative, incremental, and evolutionary proceeding strategy.

In its most recent version 7.0, the Rational Unified Process describes about 35 roles, 55 activities, and 70 work products as well as additional assistance, for instance in the form of guidelines and templates [28]. In comparison with other methodologies, the description of these defined elements is considered as very comprehensive [41]. As one of the
key principles of the RUP is its cut-down project-specific tailoring approach, the specification depth is classified as detailed framework. Additionally, the methodology defines a couple of practices, among them prototyping, visual modeling, and self-organizing teams. Considering the procurence assistance, the guidelines for the Rational Unified Process is available as books such as [27] and [68], handbooks such as [28], and as the electronic process guide Rational Method Composer [69]. Additionally, trainings, coachings, and certifications are offered.

4.3.3. Scrum. Scrum has a strong emphasis on project management [41]. Similar to other agile methodologies, Scrum is designed to be responsive to changing requirements and thus provides assistance for change management. However, other supportive disciplines like quality management, configuration management and documentation are not fully covered by this methodology [70]. Scrum does only briefly describe the different software development life cycle phases. The proceeding strategy of Scrum is defined via so called sprints, aiming at an iterative, incremental, and evolutionary delivery of the final software product.

From a content-oriented perspective, Scrum can be classified as a methodology of learning teams. As it only describes very few roles, activities, and work products, it strictly follows a build-up approach. Moreover, Scrum only describes a few social engineering and organizational practices such as self-organizing teams, daily stand up meetings and frequent delivery. However, it does not define any software engineering practices [41]. Scrum is published in the form of articles and books such as [30], [31] and [71]. The Eclipse Process Framework [64], an electronic process guide, can be extended with a freely available Scrum library. Additionally, various opportunities for trainings, coachings, and certifications are offered.

4.3.4. Extreme Programming. Extreme Programming is generally considered as a very developer-centric methodology. The supportive disciples of project management and documentation are not fully covered by Extreme Programming [72]. However, the methodology defines various principles and practices for the partial coverage of quality management, change management, and configuration management. Moreover, Extreme Programming only describes the development phases requirements, design, implementation, and test. Similar to Scrum, the philosophy of Extreme Programming is based on the assumption that it is generally not possible to fully identify and describe all requirements of a software project a-priori [33]. Therefore, the methodology is based on an iterative, incremental, and evolutionary proceeding strategy. Consequently, Extreme Programming explicitly emphasizes the intensive involvement of the customer. Therefore, Extreme Programming requires the continuous availability of authorized customer representatives [33]. In the first version of Extreme Programming, it was even demanded to always have a dedicated customer representative on-site [32]. Thus, the proceeding strategy is also considered as participatory.

The content of Extreme Programming is based on the five values simplicity, communication, feedback, courage, and respect. Derived from these, it additionally defines 14 principles. In order to be easily applicable, these principles are realized as 24 different practices such as prototyping, test-first programming, frequent delivery and pair programming. Besides that, it only defines very few roles, activities, and work products leading to a specification depth that can be classified as defined starting suggestions [43]. The primary source for Extreme Programming is represented by the books [32] and [33] and credited to Kent Beck. Furthermore, there is an early version of the Extreme Programming library for the Eclipse Process Framework available. Additionally, various trainings and coachings exist. However, no certification program has been set up, yet [33].

5. Discussion, Prospects, and Future Work

Our work is not finished with identifying characteristics and mapping them to existing SDMs. In fact, it leaves much room for discussion—and it is a foundation for future work.

Following the literature and particular practitioners’ discussions on methodologies, ideological bias is a common observation. Classical (sometimes called traditional) SDMs and agile approaches seemingly contradict in any possible dimension (cf. e.g. [73], [74]). A shift towards agile methodologies even seems to have an emotional component [75]. Our findings acknowledge that there are significant differences between fundamental, integrated, and agile methodologies. Nevertheless, they also show that characteristics can be shared between classical and agile approaches. As suggested by Jiang and Eberlein, there is a relationship between them [76] that goes beyond contradicting ideas. Moreover, there can be mixed approaches. Evidence for this claim has already been reported by other researchers [77].

Hardly any model will be implemented by practitioners in a way that completely resembles the theoretical description of it. Due to the nature of companies, business, and software engineering, there always will be nuances—which can be better understood with the work provided in this paper. Additionally, companies may choose to implement a SDM but also follow some ideas from other methodologies. It would be possible to encounter implementations of classical SDMs in combination with the adoption of agile ideas. For example, there is no inherent reason to refrain from using pair programming, a typical technique of Extreme Programming [33], in combination with classical SDMs.

Whereas the identification of common characteristics is finished, our work has raised a number of questions. As sketched earlier, the characteristics can be used to design a
method for identifying feasible SDMs based on the situation met in a company and based on a development project’s characteristics. For instance, the following characteristics can be considered:

- project-related characteristics such as project size, problem complexity, project priorities (optimization towards functionality, quality, cost, or duration), project criticality (ranging from loss of comfort up to loss of lives), dependencies to other projects and project transition, responsibility for operations, and maintenance (project team or dedicated line organization),
- people-related characteristics such as team size, team experience on existing methodologies, functional team experience in the problem domain, technical team skill in the solution domain, and geographic distribution (on-site or off-site customer or team), or
- environment-related characteristics such as the customer’s cooperate culture (plan-driven, agile), customer empowerment, completeness of requirements, and expected level of change requests.

The method requires empirical validation both regarding its usability and its helpfulness for companies. For this goal, the design science approach that is suitable for building and continuously refining a framework to chose SDMs will have to be accompanied by qualitative and quantitative research.

The embodiment of our framework can be demonstrated using the example of the correlation between the usage of the pair programming practice in combination with the project complexity, project priorities, and the technical team skill in the solution domain. In their meta-analysis on the effectiveness of pair programming, Hannay et al. interpreted various experiments on the usage of this practice [78]. On an aggregated level, the authors identify a positive overall effect of pair programming on quality, a negative overall effect on effort and a positive overall effect on duration. However, the authors also point out that these effects of pair programming increase in correlation with increasing problem complexity and decreasing developer skill.

Applying these findings on our framework, we can identify that pair programming fits well for projects with a high problem complexity, a priority of optimizing towards quality or duration and medium or low skill of the technical team in the solution domain. Hence, software development methodologies defining pair programming as a mandatory practice would be considered as generally more suitable for a software project with these particular characteristics. However, in order to identify the most suitable methodology as a starting basis for further project-specific tailoring, also the correlation between other characteristics of methodologies with characteristics of projects need to be taking into account. Subsequently, these results can be aggregated for decision making, for instance using a scoring model.

Following Turner’s and Boehm’s idea of homegrounds for the various software development methodologies [41], we outline the following exemplary hypotheses for the identified and outlined characteristics:

- A software development methodology with an explicit coverage of the change management supportive disciplines is best applicable for a software project with a large project size, high dependency on other projects, a low customer empowerment, low completeness of requirements, and a high expected level of change requests.
- A software development methodology with a tight coupling approach for the integration with operations and maintenance phases is best applicable for projects with a project priority on quality, a dedicated line organization responsible for operations and maintenance, and a plan-driven customer’s cooperate culture.
- A software development methodology with a participatory proceeding strategy is best applicable for projects with a high problem complexity, low functional team experience in the problem domain, an on-site customer availability, agile customer cooperate culture, high customer empowerment, low completeness of requirements, and a high level of expected change requests.
- A software development methodology with a specification depth of self-organizing teams is best applicable for software projects with low project size, low complexity, low criticality, no dependencies to other projects, low team size, high team experience on existing methodologies, no geographic distribution, and an agile customer cooperate culture.
- A software development methodology offering an electronic process guide for procurance assistance is best applicable for software projects with a high project size, a high team size, a low team experience on existing methodologies, and a plan-driven cooperate culture.

In addition to the presented work, the identified characteristics could be augmented with more specialized ones. For example, using development tools or the focus on industrial sectors might have impact on the choice of SDMs. Similarly, the mapping of characteristics to the company context can be refined—and refinements should then be evaluated. Eventually, a tool could be developed that allows project managers to specify a project’s background and goals. It would recommend suitable methodologies and explain their impact and the estimated effort for adopting them.

Our future work will address some of the mentioned questions. At the same time, we hope to encourage other researchers to contribute to this field of research. Particular for the empirical evaluation of the findings and for studies about the adoption of SDMs by companies, the work of teams from various countries and with different background would be highly beneficial. We specifically deem our work useful for the agile community and for researchers that compare agile approach to classical ones (cf. e.g. [79]).
6. Conclusion

We presented work on the characterization of software development methodologies. Based on a thorough analysis of the background and of related work, we introduced our design science approach. We iteratively identified common characteristics of SDMs and presented them as a framework. Each methodology can be checked for its core ideas with regard to a number of characteristics, namely for supportive disciplines, development phases, proceeding strategy, specification depth, mandatory practices, and procurement assistance.

In order to both illustrate and evaluate our approach, we applied it to actual methodologies and highlighted the possible mapping. The mapping to the Waterfall Model, the Rational Unified Process, Scrum, and Extreme Programming demonstrate the feasibility of our work. Besides, these sections provide many sources for further reading. Finally, we discussed the impact of our findings.

A number of questions has been raised and future work in various directions can be based on our work. Particularly the development of a method to allow companies to select project-specific SDMs that serve their needs regarding project duration, budget, and quality is very appealing—yet highly non-trivial. Our framework can also be combined with other authors’ work or used in conjunction with it. A combination of theoretical approaches and empirical work is specifically attractive. Our work will continue with refinements and extensions of our framework. Moreover, we will try to empirically validate our findings and to apply them to settings in companies.
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