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Abstract

In today’s increasingly dynamic and competitive business environment, organizations strive to leverage their information resources to gain and sustain competitive advantage. Decision models as knowledge objects encapsulating problem situations, as well as means for leveraging information stored in corporate data warehouses, have positioned such models as an organizational resource that need to be managed, shared and re-used. Recent developments in distributed information technologies and the increasing reliance on such technologies by organizations requires that model management accommodates today’s distribute infrastructure landscape.

In this paper, we leverage recent developments in semantic web technologies to enable model management functions in a distributed and heterogeneous environment. The proposed architecture leverages OWL to represent models at various levels of abstraction as well as pertinent problem domain, OWL-S to semantically annotate decision models represented as web services, and SWRL to facilitate model querying. Model selection and composition are used to illustrate the applicability of the architecture to model management functions in a distributed setting.

1. Introduction

Over the past decade, organizations have become increasingly focused on managing core competencies in order to gain better competitive advantage, leading to outsourcing of other related competencies. These globalization trends have created complex and dynamic work environments with exacerbated information management challenges. Organizational knowledge assets such as decision models and data need to be managed in a highly effective and efficient manner to predict key outcomes and performance indicators. Moreover, in today’s digital world, organizations need to meet the additional challenges of conducting business electronically, while productively managing both inter and intra-organizational resources. Together, the demands of operating in distributed work environments, virtually collaborating with employees and partner organizations, have underscored the need for research on distributed decision support technologies. These technologies play an important role in enabling the decision-makers by allowing them to focus on making decisions rather than being heavily involved in gathering data, and conceiving and selecting analytical decision models [1].

Distributed model management systems (DMMS) are a particular class of distributed decision support systems with the focus on managing decision models throughout the modeling lifecycle [2]. Models are essentially codified problem formulations, amenable to problem solving techniques such as linear programming or simple linear regression. Model instances represent specific decision making situations created by instantiating model schemas with appropriate data, and are amenable to computational execution using model solvers to determine model solutions. In certain cases, one or more solutions may exist, while many other cases, there may not be a feasible solution to the decision problem at hand. Examples of such models include demand forecasting in a customer service center, production planning to decide optimal product quantities to manufacture, transportation model to deliver the products to the clients under the constraints of time and cost.

Given that model sharing and reuse is one of the primary goals of model management (MM) activities, it is important to develop a model management framework supporting common underlying semantics for model representation and reasoning. Additionally, developing new or adopting existing standards is a key to widespread adoption of such a framework in industry. From a computational perspective, Web services have emerged over the past decade as a standards-based mechanism to describe, encode, publish, retrieve, and compose computational entities such as decision models [3]. From a model representation perspective, markup languages like Structured Modeling Markup Language (SMML) [4] have been recently proposed to facilitate common structural agreement and representation of models. Most recently, semantic web technologies such as ontologies and associated reasoning tools and techniques have seen a variety of applications in providing enriched semantics to knowledge objects. Decision models as knowledge objects are a prime candidate for application of such techniques.

In this paper, we focus on enabling distributed model management through the use of semantic web
2. Distributed Model Management

Model management has its roots in management science and operations research domains. Since 1980, research in this area has been ongoing to support different model management functionalities including model representation, model manipulation, model selection, model composition, solution computation, result information display and analysis. A comprehensive review of these functionalities can be found in [2, 5, 6].

As noted earlier, with increased globalization, distributed model management has drawn attention from IS researchers beginning mid-1990s. Some of the approaches leveraging distributed computing advances are noted below. Bhargava et al. [7] proposed a web-based architecture for sharing decision models, prototyped as DecisionNet application. The main idea is that of sharing models by publishing and retrieving them through a centralized registry mechanism, similar to yellow pages, by model providers and consumers. Dolk [8] proposed a data warehouse based approach for model storage. It utilizes the structured modeling approach, proposed by Geoffrion [9] for describing models. Huh and Kim [10, 11] proposed a framework for distributed collaborative model management, emphasizing coordination and propagation of changes in a model base in real-time.

Models as loosely coupled components delivering specific functionality can be conceptualized as a service. Likewise, a service as an entity abstracting underlying logic can be considered as a model. A duality between models and services has been noted by Deokar and El-Gayar [12] with respect to reuse, abstraction, autonomy, loose coupling, statelessness, composability, and discoverability. This analogy and duality between models and services indicates a potential for significant synergistic development between model management and service-oriented technologies [13], as noted by some of the following recent advances. Iyer et al. [14] recently proposed a web services architecture for model sharing and reuse of spreadsheet models, while Ezechukwu et al. [15] proposed an architecture for supporting distributed optimization over the Internet. Madhusudan [16] presented a framework for distributed model management based on web services. The framework utilizes the integrated Service Planning and Execution (ISP&E) [17] for composing web services. Recently, Deokar and El-Gayar [12] presented a semantic web services based architecture for model management systems.

The two novel characteristics of this architecture include: (1) truly distributed nature of the architecture, where models as well as different model management functionalities are provided as services, (2) enhancing model and service descriptions with semantic web technologies. The former characteristic relieves the decision maker of performing computationally expensive operations by merely invoking them through a thin client interface. The later characteristic allows reasoning about models in an intelligent manner to support the goals of model sharing and reuse.

3. Semantic Web Technologies

3.1 Knowledge representation and ontologies

Decision models are knowledge objects that capture valuable organizational know-how at operational, tactical, and strategic levels. In order to create computer supported environments such as intelligent decision support systems that encapsulate these models to solve business problems, it is imperative that their representation schemes promote computational reasoning capabilities. In this respect, the notion of Knowledge Representation (KR) is relevant in the context of model representation. KR has a long historical background in Artificial Intelligence (AI) research, where the focus has been on structuring and encoding knowledge in different forms, used in conjunction with inference procedures, for the development of intelligent systems [18]. According to Davis, Shrobe and Szolovits [19], KR plays multiple roles, in that it is a surrogate, a set of ontological commitments, a fragmented theory of intelligent reasoning, a medium for efficient computation, and a medium of human expression.

Ontologies provide a conceptualization mechanism or a vocabulary to represent knowledge in a given domain, and are sometimes referred to as “content theories” [20]. The concept of ontologies has been widely studied and definitions from different perspectives abound. More recently, the notion of ontologies has been referred by the Semantic Web community members as “a set of knowledge terms, including the vocabulary, the semantic interconnections, and some simple rules of inference and logic for some particular topic” [21]. Another relevant definition provided by Studer, Benjamins and Fensel [22] suggests ontologies as “a formal, explicit specification of a shared conceptualization.” Researchers have also proposed various categorizations for ontologies. For instance, Guarino [23] distinguishes between top-level
ontologies, domain ontologies, task ontologies, and application ontologies.

It is important to note that the major goal of ontologies is not merely to serve as taxonomies or vocabularies, but that of knowledge sharing and reuse by applications and systems. Neches, Fikes, Finin, Gruber, Senator and Swartout [24] point out many modes of knowledge sharing and reuse enabled by ontologies including exchange of techniques, inclusion of source specifications (at design-time), run-time invocation of external modules or services, and interoperability between systems through communication. These modes of sharing and reuse also apply in the context of model management.

Ontological engineering has grown as a subarea within knowledge engineering that concerns with ontology development and use throughout the ontology life cycle – design, implementation, validation, deployment, maintenance, mapping, sharing, and reuse [25].

Ontology representation languages play a key role in ontological engineering by providing a means to build ontologies based on specific KR paradigms to formally represent different knowledge modeling components (such as concepts, and roles). Earlier ontology representation languages such as KIF [26] and Ontolingua [27] were based on KR techniques such as first-order logic and frame-based representation.

### 3.2 Relevant semantic Web standards

Recently, XML-based ontology representation languages, also called as ontology markup languages, have emerged to support ontology representation in the context of the Semantic Web [28]. Resource Description Framework (RDF) is a W3C (World Wide Web Consortium) recommendation developed for describing Web resources with metadata and incorporates a data model based on the semantic-network KR paradigm [29]. RDF Schema (RDFS) is an extension of RDF with frame-based primitives for defining the relationships between properties and resources, and is also a W3C Recommendation [29]. Ontology Inference Layer (OIL), based on the Description Logics (DL) KR paradigm [30], is an extension of RDF/RDFS adding more frame-based representation primitives and eluding the RDF reification mechanism [31]. DAML+OIL, also based on DL KR paradigm [30], is an evolution of the earlier DARPA Agent Markup Language (DAML) attempting to combine the expressiveness of DAML and OIL by providing DL extensions of RDF/RDFS directly [32].

Web Ontology Language (OWL), derived from the DAML+OIL language, is a W3C recommendation and is the current standard ontology markup language for the Semantic Web [29]. It is extremely rich for describing relationships among class, properties, and individuals. Its vocabulary includes support for property type restrictions, equality, property characteristics, class intersection, and restricted cardinality. Additionally, OWL is not a closed language; it is instead a combination of three sublanguages with increasing expressiveness, namely OWL-Lite, OWL-DL, and OWL-Full, to support varying needs of knowledge engineers. Recently, Semantic Web Rule Language (SWRL) [29] has been proposed by W3C as a rule language that can be used to write rules in terms of OWL concepts and can reason about OWL individuals. With powerful features like built-ins, which are user-defined predicates, a number of libraries can be custom built (in addition to the core built-ins) for various tasks such as unit or currency conversion, taxonomy queries, and so forth. One such built-in library is the Semantic Query-Enhanced Web Rule Language (SQWRL) in order to support querying of OWL ontologies. SQWRL can be used to build retrieval specifications for knowledge extraction from OWL ontologies.

Web services as executable versions of models are a key component of our architecture as discussed in Section 5. Currently, web services are described procedurally using the Web Services Description Language (WSDL), which lack semantic descriptions of web services. Several approaches have been proposed to adding semantics to web service descriptions. Submissions [33, 34] to the W3C consortium exemplify these approaches: OWL Web Ontology Language for Services (OWL-S), Web Services Modeling Ontology (WSMO), Semantic Web Services Framework (SWSF), and Web Service Semantics (WSDL-S). We use OWL-S, as discussed in Section 4.2, given its process-oriented nature amenable to functionalities such as model composition.

### 4. Semantic Model / Service Representation

#### 4.1 Semantic representation of models

Ontologies can be used to develop semantically rich models that can support intelligent reasoning and querying based on not only syntactic information, but also semantic information. These reasoning capabilities provide the necessary technological support needed to discover, interpret, compose, and execute models. Moreover, the use of ontologies facilitates the capture of model semantics that is independent of a particular tool or application.

As shown in Figure 1, the different abstraction levels for model representation, as discussed below serve as one dimension. Along an orthogonal dimension are the different domains. A number of domains may also be relevant in the context of a particular problem domain. For example, a transportation model may be primarily formulated for the supply chain domain. The supply chain domain ontology may consist of key terms such as supplier, demand and customer. Other domain ontologies can provide additional semantics to the model structure. For example, currency ontology as mentioned in the discussion above may be used to provide semantics to
cost variables. Another units ontology may provide semantics associated with units such as tons. Thus, in a nutshell, the problem domain ontology along with other auxiliary domain ontologies together forms a library of relevant ontologies to provide semantics to the models.

Model representation can be viewed at three levels of abstraction. Level 1 indicates the highest level of abstraction, where the goal of representation is to denote a particular modeling paradigm in terms of its fundamental constructs and relationships among them. The overall notion is similar to meta-modeling that gives information about the feasible structure of a particular model schema or instance. We have focused on using Structured Modeling (SM) [9] as the model representation paradigm. Thus, model representation at level 1 provides the concepts and relationships that be used to represent both the model schemas and model instances, from a structural viewpoint. We have built two ontologies using OWL to capture the concepts and relationships in SM for representing model schemas and model instances respectively (refer Figure 2).

The next lower level of abstraction is level 2, where the goal is to represent a particular model schema, independent of its data, such that various sets of data values may be used to instantiate this model at the lowest level of abstraction, i.e. at level 3. For example, an optimization model for a transportation problem in the supply chain domain may be represented in a data-independent manner at level 2. Level 2 essentially is an instantiation of level 1 model schema structure ontology in the context of the domain knowledge. This implies linking it with classes in the problem domain ontologies such as supply chain ontology or other relevant ontologies such as currency (for cost variables). Thus level 2 captures semantics, both in terms of the model structure and problem domain semantics. This provides meaningful information that can be queried and extracted for various model management functions such as model selection and model composition, as discussed in Section 6.

Similarly, level 3 indicates the lowest level of model abstraction, where the goal is to represent a particular model instance. It is essentially an instantiation of level 1 model instance structure ontology in the context of a particular model schema and a data set. For example, an optimization model for a transportation problem in the supply chain domain may be instantiated with a particular data set where the parameter values needed to solve the
problem are clearly provided. Model solvers can then use this model instance to provide results for the transformation problem for the given data set.

4.2. Semantic representation of services

We use OWL-S [33] for providing semantics to models, encapsulated as executable web services in the proposed architecture. OWL-S is an OWL-based Web Service Ontology language, whose objective is to provide a vocabulary for encoding rich semantic web service descriptions. Service descriptions may be provided using OWL-S that mainly consists of three interrelated sub-ontologies for the top-level concept Service, namely ServiceProfile, ServiceModel, and ServiceGrounding.

The service model (relevant in the context of MM) provides essentially a process model specification to describe ‘how the service works’ (in other words, how the client may interact with the service), in the form of Inputs, Outputs, Preconditions, and Results (typically called IOPR model), which may be used for service seeking, composing service descriptions, coordinating and monitoring of service executions. The Result concept allows a mechanism to specify several mutually exclusive results with corresponding outputs and possible effects (using the inCondition, withOutput, and hasEffect properties). A process can be one of the three types: atomic (single interaction), composite (combination of processes with some workflow control structure), or simple (service abstraction).

The IOPR model can be specified in any appropriate representation language. We have chosen to use SWRL as the representation of choice, given the amenability of this rule-based representation for sequential composition of services [35]. The Preconditions, inConditions, and Effects are represented using logical formulae in SWRL, expressed over the Input and Output, which are essentially SWRL variables. The Parameter class is an intermediate class between these concepts, and is associated with a hasParameterType property. While the parameter type may be either a class or an XML schema datatype, in order to provide semantically richer descriptions of models (e.g., a GenusName concept is much richer than, say, a string datatype), we take the stance of declaring Inputs and Outputs as concepts from the problem domain ontology or any other relevant ontology. Thus, the conditions expressed in terms of inputs and outputs will also be expressed will also be in terms of the relevant domain ontologies, and as a result have appropriate representation level (as discussed in Section 4.1).

In order to ensure decidability, we restrict the SWRL rules to be DL-Safe [36], i.e. allowing the SWRL rule to bind only to known individuals in an ontology. This check is performed by the rule engine, thus assuring that the services selected based on this reasoning can indeed be executed. Certain other guidelines required for ease of reasoning are mentioned in [35].

5. Proposed Model Management Architecture

Figure 3 shows the proposed model management architecture based on semantic web technologies. At the core of the architecture is the semantic representation of models/services. Executable models are denoted as model web services, which are described semantically using OWL-S and SWRL, as discussed in Section 4.2. Additionally, models may also be represented using either markup languages such as SMML [4] or other formats such as GAMS, LINGO or MATLAB, which can be semantically represented in the form of structured model ontology, as discussed in Section 4.1. These semantic representations of models or services use the terminology from relevant domain knowledge ontologies. Representative model preprocessing and execution services are shown on the right side of Figure 3, with which the user may interact through a front end. In turn, these services leverage semantic processing services such as semantic web rule service and ontology reasoning service. UML component symbol is used to identify executable services. The arrows denote service requests, and not the information exchange occurring. Now, we discuss the interactions among various components of the architecture.

In cases where models exist in SMML format, the ontology mapper service [37, 38] may be invoked to convert the XML representation to a semantic representation based on the SM ontology. In cases where models exist in other formats such as GAMS, the model translator service may be invoked to translate the model into an SMML format, which in turn can be mapped to the SM ontology using the ontology mapper service. SMML models may be queried directly using mechanisms such as XQuery, while the ontology representations can be queried using SQWRL (refer Section 6.1) to provide semantically richer results. In cases where only executable models in the form of web services exist, the modeler may annotate them using the semantic annotation service to conduct further reasoning.
about the encapsulated model. Since explicit structural information will be missing from their representations, only limited reasoning about such models may be done (e.g., querying based on structural information may not be done). Such selection of relevant models is done by the model selection service using the semantic processing services. The ontology reasoning service reasons about the OWL ontologies to create inferences such as subsumption based on description logic. Ontology reasoners such as Pellet [39] are used for this service. The semantic web rule service is a rule engine (e.g., Bossam [40]) that reasons based on the SWRL rules. The model execution services are discussed as application scenarios in Section 6.

In a nutshell, the proposed architecture leverages semantic representations of models and their execution counterparts, i.e., model web services along with reasoning services to support model management functionalities.

### 6. Example Application Scenarios

In the discussion below, two types of potential application scenarios are presented to illustrate the ideas discussed earlier. Each of these scenarios have been prototypically tested for feasibility.

#### 6.1. Model selection

Decision makers often need to select an appropriate model for the task at hand based on a number of factors such as the model-task compatibility, data requirements for candidate models, and last but not least execution behavior of candidate models. Here, we draw our attention to model-task compatibility, which can be judged by decision makers based on the results obtained by querying a semantic model base for relevant concepts.

The model ontology repository consists of structured model ontologies (transformed from SMMML) and also the corresponding service descriptions of those models. The structured model ontologies in turn refer to particular...
domain ontologies. For example, a demand forecasting model in a production environment will refer to terminology using one or more manufacturing domain ontologies. SQWRL queries written in terms of the structured model ontology terms can enable semantic querying of models.

Shown below is a sample query using SQWRL.

\[
\text{Genus}(?g) \land \text{hasLevel}(?g, ?l) \rightarrow \text{sqwrl:select}(?g, ?l)
\]

This query will return pairs of genera and their structured model levels. The sqwrl prefix is used to denote SQWRL operators. Implicit in this query is the information that the genus could belong to any one of the finer genus types (primitive, compound, attribute, function, and test), represented as subclasses of the class genus. Semantic querying of a model base thus allows one to obtain information without knowing the detailed syntactic structure of the model base. In other words, semantic queries support retrieval of both explicit and implicit information based on syntactic and semantic information in a knowledge base. The declarative approach allows user to specify what information is needed without posing the burden of knowing how the information is actually represented. These declarative SQWRL queries can then be reasoned using rule engines such as Jess or Bossom, to find the result of the query. This is supported by the semantic web rule service in the proposed architecture.

6.2. Model composition

Model composition is the problem of generating a sequence of models from a library of available models in response to a particular decision-making situation. Model composition focuses on assembling models together at a functional level [16, 41-47], rather than at a structural level. Only few research proposals attempt to address model composition in distributed settings [7, 48-51].

Using the semantic description of web services in terms of OWL-S and SWRL-based IOPR model (refer Section 4.2) as the knowledge base and a model composition request specified as a SWRL atom, the composer service invokes the semantic web rule service to find if a feasible SWRL rule path exists, and generating all possible such paths. The semantic web rule service is essentially a forward rule chaining rule engine, Bossam [40], which reasons based on the SWRL DL-Safe rules. It can be noted that besides the horn clause based rule base, the inference is also based on the relevant description logic-based domain ontologies. This type of composition is suitable for models in which the process model consists of only atomic processes.

Alternatively, the composition service may be based on Hierarchical Task Network (HTN) planning techniques as discussed in [12]. This composition can be more amenable to OWL-S composite services involving various workflow control constructs [52]. However, in this case, an intermediate task of transforming the SWRL rules in OWL-S IOPE models to SHOP2 planner amenable operators and methods needs to be performed.

7. Discussion and concluding remarks

Analogous to data, this paper acknowledges decision models as an organizational resource that need to be managed, shared and reused. Distributed and heterogeneous information technology infrastructure imposes specific challenges that must be addressed in unique and novel ways. In that regard, the paper proposes an architecture that enables model management function in a distributed setting. The architecture is unique with respect to: (1) It is truly distributed in the sense that model repositories as well as model management functions are distributed. (2) It explicitly leverages semantic web technologies such as OWL, OWL-S, and SWRL to facilitate model management function such as model selection and model composition.

The complexity of the technical landscape and the diversity of modeling paradigms represent significant challenges and opportunities for extending this research. For example, much of the research in ontological engineering comes to bear in the context of model management. Of specific relevance is ontology development and ontology integration for desperate models. Other areas include the role of SWRL in ontology query as well as composition. The latter may include comparing and contrasting SWRL to other composition approaches such as HTN planning techniques as well as exploring areas of complementarities. Moreover, the suitability of the proposed approach to various types of models is something to consider. While structured modeling provided an underlying conceptual foundation for representing the details of mathematical models, structured modeling has its limitations and may not be suitable for all types of models. Last but not least, the complexity of developing ontology-based representation of models will need to be further explored if this research is to transition to practice.
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