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ABSTRACT

In this paper, we introduce a partially automated method for generating intensional answers at multiple abstraction levels for a query, which can help database users find more interesting and desired answers. Our approach consists of three phases: preprocessing, query execution, and answer generation. In the preprocessing phase, we build a set of concept hierarchies constructed by generalization of data stored in a database and a set of virtual hierarchies to provide a global view of relationships among high-level concepts from multiple concept hierarchies. In the query execution phase, we receive a user's query, process the query, collect an extensional answer, and select a set of relevant attributes to be generalized in the extensional answer. In the answer generation phase, we find the general characteristics of those relevant attribute values at multiple abstraction levels with the concept hierarchies and the virtual hierarchies by using data mining methods. The main contribution of this paper is that we apply and extend data mining methods to generate intensional answers at multiple abstraction levels, which increases the relevance of the answers. In addition, we suggest strategies to avoid meaningless intensional answers, which substantially reduces the computational complexity of the intensional answer generation process. Keywords: Attribute-Oriented Induction, Data Mining, Extensional Answer, Intensional Answer

1. INTRODUCTION

Intensional query answering refers to a mechanism which answers a query by extracting the conditions and/or the characteristics that justify an extensional answer directly retrieved from a database. Previous studies have shown that there are many advantages in intensional answers. For example, intensional answers can provide a more compact and intuitive form than an extensional answer in the form of an enumeration of objects. Summarizing the general features of an extensional answer, an intensional answer can be considered as a kind of interpretation or explanation of the extensional answer. Most of previous studies on intensional query answering have been focused on generating intensional answers at a single level based on integrity constraints and/or rules. However, it is often desirable to generate answers at multiple abstraction levels, which can help database users find more interesting and desired answers. As the size of databases is rapidly growing, an intensional answer at a single level might be either too general or too specific to contain enough informative and meaningful information. We believe we need much more sophisticated answer-finding schemes in intensional query answering in order to achieve a goal of intensional query answering to provide a significant and meaningful description of an extensional answer to users.

In recent years, there has been an emerging area, called data mining or knowledge discovery, that addresses the problems in finding implicit, previously unknown, and potentially useful patterns from large databases [1]. Data mining or knowledge discovery has been the subject of intense research and development. Several tools and methods have been developed. We believe some of those techniques can be applied to intelligent query answering mechanisms in database systems. This motivates the development of mechanisms for intensional query answering at multiple abstraction levels using data mining techniques. In this paper, we introduce a partially automated method for generating intensional answers at multiple abstraction levels by applying current data mining techniques. So, we can generate intensional answers at different levels for a query in database systems, which enhances the usefulness and flexibility of the database systems.

Our approach consists of three phases: preprocessing, query execution, and answer generation. In the preprocessing phase, we build a
set of concept hierarchies [2] constructed by generalization of data stored in a database and a set of virtual hierarchies to provide a global view of relationships among high-level concepts from multiful concept hierarchies. In the query execution phase, we receive a user’s query, process the query, collect an extensional answer, and select a set of relevant attributes to be generalized in the extensional answer. In the answer generation phase, we characterize the features of those relevant attribute values at multiple abstraction levels with the concept hierarchies and the virtual hierarchies by using data mining methods, especially the inductive and attribute-oriented method introduced in [2]. In our approach, users can follow certain interesting paths to generate more generalized intensional answers or more specialized intensional answers. In addition, we suggest strategies to avoid certain meaningless intensional answers, which substantially reduces the computational complexity of the intensional answer generation process. The main contribution of this paper is that we developed a framework for generating intensional answers at multiple abstraction levels by applying data mining techniques, which increases the relevance of the answers. Our approach provides a simple and efficient way of generating such intensional answers.

The rest of the paper is organized as follows. Section 2 introduces motivating examples to show the advantages of intensional answers at multiple abstraction levels. Section 3 surveys related works on both intensional query answering and data mining. Section 4 presents our approach to derive intensional answers at multiple levels using data mining techniques. Section 5 discusses our conclusions and possible extensions of our work for future research.

2. MOTIVATING EXAMPLES

The following examples illustrate the advantages of intensional answers at multiple levels.

Example 1 Suppose there is a database of car sale transactions. Now, we may have a query asking “who are typical buyers of sports cars?”. The query may be answered with an intensional answer as follows: “typical buyers of sports cars are people whose age is between 25 and 30, whose income is greater than $55,000, whose address contains a zip code between 19015 and 19025”. Such an intensional answer might be relevant to a user like a marketing manager. However, the answer may be uninteresting to a user like a senior executive who needs more general information. If a database system can support intensional query answering at multiple levels, the system can generate another intensional answer as follows: “typical buyers of sports cars are young people with a high income who live in suburb areas”, which is more informative and meaningful to the senior executive.

Example 2 Let us consider a database of staffs, faculty, and students in a university. A manager at the computing center may issue a query asking “what are the popular web sites?”. An intensional answer to the query might be a long list of web sites such as: “the popular web sites are entertainment, ..., music, and investment”. Assume that the manager wants a more detailed intensional answer. If a database system can support intensional query answering at multiple levels, the system can derive another intensional answer which may be more specific as follows: “movies and films, home videos, television..., modern music, classical music, stocks, and mutual funds”, which is more informative and meaningful to the manager.

Example 3 A user may ask a query like “what kinds of cars can be bought with the price range between $15,000 and $20,000?”. The query may be answered with an intensional answer such that “Any Van”. If a database system can support intensional query answering at multiple levels, the system can generate another intensional answer which distinguishes the features of the answer from some other concepts in the database as follows: “no sports car, all kinds of mini van, all kinds of full-size van, no luxurious sedan, etc.”.

As you see in the above examples, intensional query processing at a single level may not be very useful in some cases. Therefore, we need to generate intensional answers at multiple levels to provide database users with more informative and meaningful intensional answers. In this paper, we suggest a method to generate more generalized or more specialized intensional answers. We believe intensional answers at multiple levels may be used in many ways. For example, the generalized intensional answer in the example 1 may be a valuable resource used for a competitive advantage in decision support and market strategy. The specialized intensional answer in the example 2 may be useful in designing web pages for people in the university.
3. RELATED WORK

In this section, we survey both areas of intensional query answering and data mining, which are related to our work.

3.1 Research on Intensional Answers

Recently, there have been several research works to suggest ways to generate intensional answers in various data models including relational and logic-based models [3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 18, 19]. Those works share a common goal to provide an abstract description of extensional answers. Most works have been focused on using integrity constraints and/or rules. In this section, we introduce some approaches directly related to our work. Cholvy and Demolombe [3] studied the idea of having a set of formulas as an answer set in logic-based databases. They provided answers, which were independent of facts and valid in all the states, by negating resolvents obtained by applying resolution to axioms and the negation of a query. Their answers were a set of formulas defining the conditions that a given tuple must satisfy to be an answer for a given query. Their approach allowed only nonrecursive rules to ensure that the algorithm for generating answers was terminated. Based on the research by Cholvy and Demolombe [3], Pascual and Cholvy [8] developed an improved algorithm to deal with only Horn clauses to avoid numerous tests while generating the answer set. Thus, the latter approach accelerated the resolution process. However, the detailed steps to remove redundant resolution steps or meaningless answers were not addressed in Pascual and Cholvy [8]. These are important steps to reduce intensional query processing time. Song and Kim [11] suggested ideas to solve the problems left on Pascual and Cholvy's approach. They discussed a three-step intensional query processing scheme based on resolution and used the notions of relevant literal and relevant clauses to avoid generating certain meaningless intensional answers. Yoon and Song [12] generalized Song and Kim's approach and made their ideas efficient by using a graph structure, called a rule graph, as a compiled structure facilitated search through the intensional database rules in the resolution step by avoiding repetition each time a query was given. Pirotte et al. [10] followed Cholvy and Demolombe's approach, but used integrity constraints to filter out inadequate answers.

Imielinski [4] introduced a new concept of an answer for a query. The intensional answers in his approach were expressed in terms of a set of facts and a set of rules built from projection, join and selection, so that they could be incorporated into the answer of a query. Motro [5] suggested ideas to derive intensional answers from known integrity constraints in relational databases.

Our approach takes a fundamentally different approach from those discussed so far. Most of previous studies on intensional query answering have been focused on generating intensional answers at a single level whereas our approach can generate answers at multiple abstraction levels. To provide intensional answers, our approach considers extensional answers whereas their approaches consider integrity constraints and/or deduction rules. That is, we generate intensional answers based on extensional answers. In that sense, our approach is a data-driven approach while other approaches are integrity constraints and/or rules-driven ones. Previous work uses resolution to compute intensional answers, whereas our approach uses data mining tools.

3.2 Research on Data Mining

Data mining or knowledge discovery, which facilitates understanding large amounts of data by discovering interesting patterns, has received a great deal of attention over the past few years. Many methods for the discovery of various kinds of knowledge, including association, characterization, and classification, have been proposed in the context of relational database systems [1, 2, 13, 14, 15, 16, 17]. Most of data mining techniques have been applied in the areas of decision support and market strategies. In addition to those applications, there are other applications that would benefit from the use of the data mining techniques. One of those applications is intelligent query answering. In this paper, we propose a new application area of data mining techniques for intelligent query answering. We discuss some work related to our approach. Han et al. [2] introduced a method for discovering knowledge by building the generalization hierarchy of attribute values. The attribute domains were defined in the given generalization hierarchy and, in turn, used to generalize the attribute values in a table. The strong assumption was the user's predefined domain hierarchy, called conceptual hierarchy, on which the generalization depends. Their approach starts from the assumption that the hierarchy is existed. We apply and extend their approach developed for data mining in relational
databases to the process of generating intensional answers at multiple levels. In addition, we suggest strategies to avoid certain meaningless intensional answers.

4. OUR APPROACH

In this section, we present our approach to generate intensional answers at multiple abstraction levels. We divide our approach into three phases: preprocessing, query execution, and answer generation. The preprocessing phase is done statically once while the remaining two phases have to be performed at run time. We now consider each phase in detail.

4.1 Preprocessing Phase

In this phase, we perform two steps. First, for each attribute defined in a database schema, we build a concept hierarchy to define generalized relationships for the values in the attribute domain. It may not be possible to build a concept hierarchy for every attribute. Especially, if an attribute satisfies one of the following two cases, we can not build a concept hierarchy for the attribute.

Case 1: there is a large set of distinct nonnumeric values of an attribute, but any meaningful high-level concepts for those values are not existed.

Case 2: there is a large set of distinct numerical values, but finite number of meaningful intervals[a range of values] based on the distribution of the attribute values are not existed.

A concept hierarchy can be constructed for an attribute if the attribute domain can be divided into groups and each group can be represented by a meaningful concept. The concept hierarchy can be constructed with knowledge provided by domain experts. The concept hierarchy forms a taxonomy of concepts in a set of layers from most specific value to most general concept. In each layer except bottom layer, there are nodes labeled by concepts. The bottom level of the hierarchy has the specific values of an attribute stored in a database. The nodes in different layers contain concepts at different levels of abstraction. A node in a higher layer stores general information extracted from nodes in lower layers. That is, a node in a high layer represents more general concept and covers more cases than a node in a lower layer. The concept in a node is subsumed by the concept of its parent node.

Example 4 Suppose that there is a database of car sale transactions. In the database, we have an attribute, say buyer-name. We can not find any high-level concepts for the values in the attribute. So, there is no concept hierarchy for the attribute. On the other hand, we can easily build a concept hierarchy of the attribute Model as shown in Figure 1. For example, Dodge Caravan belongs to Mini van, then Van, and then Any Car, which forms a concept hierarchy.

![Figure 1. Concept Hierarchy for the Attribute Model](image)

When we build a concept hierarchy, we may use a threshold value to control the number of levels in the hierarchy. The threshold value can be specified by a user or a domain expert to provide the upper bound on the number of levels.

Second, we build a set of virtual hierarchies to provide a global view of generalization relationships among high-level concepts from multiple concept hierarchies. The relationships might be meaningful and interesting to users. The relationships are not explicitly present in concept hierarchies. The node in the virtual hierarchy can be formed by joining two or more high-level concepts from concept hierarchies.

Example 5 Suppose that there is a database of students in a university and there exist a concept hierarchy for the attribute Class and a concept hierarchy for the attribute GPA. We can build a virtual hierarchy to show interesting relationships between high-level concepts in those two concept hierarchies [see Figure 2]. For example, we can define a node whose label is Honor Student by combining the concept Undergraduate in the Class concept hierarchy and the concept Excellent in the GPA concept hierarchy. The node says that a honor student is an undergraduate student whose GPA is excellent. Similarly, we can define another node Teaching Assistant in the virtual hierarchy by combining the concept Graduate in the Class concept hierarchy and the concept Excellent in the GPA concept hierarchy.
4.2 Query Execution Phase

In this phase, we perform three steps. First, we receive a user's query, process the query, and collect the extensional answer for the query. The extensional answer consists of a set of tuples that satisfy specific conditions in the query. When we process a query, we use available query optimization techniques in databases. Thus, this step can be done efficiently.

Second, we identify attributes that are not relevant to our task in the extensional answer and then eliminate those attributes. We apply the following strategy to find those attributes removed.

Strategy: If an attribute contained in an extensional answer does not have its corresponding concept hierarchy, we eliminate the attribute from the extensional answer. We believe the attribute does not play a role in forming intensional answers because the attribute does not provide any additional information over the extensional answer. For example, if a key attribute is included in an extensional answer, it should be removed. Our purpose of this step is to eliminate meaningless attributes in forming intensional answers.

Third, if the extensional answer still contains a large set of attributes, we select a set of the relevant attributes to be generalized in the answer generation phase among those attributes. The selection can be based on a user's preference or some selection standards as follow:

Strategy 1: we choose attributes that have meaningful correlations. For example, when we form an intensional answer, information showing relationship between experience and salary is more useful than information showing relationship between experience and name.

Strategy 2: we choose attributes that have occurred frequently in the past queries. Frequently referenced attributes can be determined by the analysis of the statistics of query history. We believe that the values in those attributes can be informative and meaningful in forming intensional answers.

Strategy 3: we choose infrequently updated attributes. We believe intensional answers derived from those attributes are valid for a longer period of time. The extensional answer in which non-relevant attributes are eliminated is passed to the next phase for deriving intensional answers.

4.3 Answer Generation Phase

In this phase, we perform three steps. First, we perform the substitution process which is described as follows.

For each relevant attribute, 
1. we generalize each specific value in the attribute into its corresponding higher-level concept by ascension of its concept hierarchy one level. That is, we replace the value by its immediately corresponding concept in the concept hierarchy.
2. check if there exists a high-level concept in the concept hierarchy which replaces all values of the attribute. If any, terminate the substitution process for the attribute. Otherwise, generalize the high-level concepts in the attribute into much higher-level concepts.
3. repeat the step 2.

During this process, a user can provide a threshold value to control the number of distinct concepts in each relevant attribute. In that case, we repeat the substitution process until we find the maximal concept that subsumes all values in the attribute or the number of distinct concepts is not greater than the threshold value. That is, for each relevant attribute contained in an extensional answer, we repeatedly substitute the lower-level concept with its corresponding high-level concept until we find a common concept that is satisfied by all values in the attribute or the number of distinct concepts is less than or equal to the threshold value. This step transforms a less generalized concept into a more generalized concept. The concept hierarchies assist in generalizing lower-level concepts to higher-level concepts. The attribute values are replaced by the concepts which they belong. If there are identical tuples, then merge them into one tuple and store the total count of such merged tuples. The count can be used to calculate the number of the tuples in an extensional answer versus the number of tuples in the extensional answer, if necessary. After this process, we may delete tuples with weak support to prevent the system from generating an intensional answer to characterize exceptional cases.
Second, we generate an intensional answer. If there is only one tuple in the final result, the intensional answer is represented as the conjunction of maximal concepts in the tuple. We may not generate an intensional answer which have 100% confidence because there may exist some different cases. In this case, each tuple is transformed into a conjunction of maximal concepts in the tuple. Then, each conjunction is combined into a disjunction which represents the intensional answer. The intensional answer subsumes its corresponding extensional answer and summarizes the general characteristics of the extensional answer.

Third, if a user is not satisfied with the intensional answer, the user can adjust the level of the answer to find more interesting and desired answers. Our approach makes it possible to follow certain interesting paths to generate more generalized answers or more specialized ones. That is, a user can get another intensional answers at different abstraction levels. Our approach can derive those intensional answers as follow:

**Case 1:** a user requests more general and abstract intensional answers.
Check if there exist any concepts in the normal intensional answer which can be generalized to slightly higher concepts in their concept hierarchies. If any, we generalize the concepts in the intensional answer to slightly higher concepts and generate an intensional answer with the higher concepts. Otherwise, check if there exist any concepts in the virtual hierarchies that are matched to conjunctions of maximal concepts in the normal intensional answer. If any, we replace those maximal concepts by the concepts found in the virtual hierarchies and generate an intensional answer with the concepts.

**Case 2:** a user requests less general and more specific intensional answers.
We perform back substitution, which is a process of replacing maximal concepts in the normal intensional answer by their corresponding specific conditions that define those concepts. That is, we specialize each concept in each attribute into its corresponding lower-level concepts by descending its concept hierarchy one level at a time.

Our approach can generate intensional answers at different abstraction levels, which allow users to find interesting answers according to their needs.

**Example 6** This example shows the application of our approach and algorithm introduced in previous sections. Suppose we have the following database of car buyers [Table 1].

<table>
<thead>
<tr>
<th>Name</th>
<th>Type-of-Car</th>
<th>Age</th>
<th>Income</th>
</tr>
</thead>
<tbody>
<tr>
<td>Miller</td>
<td>sports</td>
<td>28</td>
<td>58000</td>
</tr>
<tr>
<td>Fisher</td>
<td>mini van</td>
<td>37</td>
<td>45000</td>
</tr>
<tr>
<td>Johnson</td>
<td>sports</td>
<td>33</td>
<td>60000</td>
</tr>
<tr>
<td>Smith</td>
<td>truck</td>
<td>58</td>
<td>70000</td>
</tr>
<tr>
<td>Wallace</td>
<td>sports</td>
<td>30</td>
<td>65000</td>
</tr>
</tbody>
</table>

Table 1. Car-Buyers

Suppose that we have a query, ``who are typical buyers of sports cars?”. From the given database, the query is answered extensionally with the tuples in the table given below. The extensional answer is collected into one table [Table 2].

<table>
<thead>
<tr>
<th>Name</th>
<th>Type-of-Car</th>
<th>Age</th>
<th>Income</th>
</tr>
</thead>
<tbody>
<tr>
<td>Miller</td>
<td>sports</td>
<td>28</td>
<td>58000</td>
</tr>
<tr>
<td>Johnson</td>
<td>sports</td>
<td>33</td>
<td>60000</td>
</tr>
<tr>
<td>Wallace</td>
<td>sports</td>
<td>30</td>
<td>65000</td>
</tr>
</tbody>
</table>

Table 2.

Our later steps are focused on the table. Now, we identify attributes that do not have concept hierarchies. The attribute Name doesn't have the concept hierarchy. So, the values in the attribute can not be replaced by higher-level concepts. It implies that we can not derive a common high-level concept that subsumes all the values of the attribute Name. So, we eliminate the attribute. Assume that we have the following two concept hierarchies[see figures 3 and 4] for Age and Income, respectively.

![Concept Hierarchy for Age](image)

![Concept Hierarchy for Income](image)

Now, we start generalizing the values of the remaining attributes with the help of concept hierarchies. In our example, we need to generalize the values of those two attributes, Age and Income.
We don’t need to generalize the values of the attribute Type-of-Car contained in the query because all tuples in the table have already the same value in the attribute. The generalization process is performed attribute by attribute. Now, we may receive an input from a user for the number of distinct concepts for each attribute. Assume that the user does not provide the number. For each remaining attribute in the table, we derive a concept that subsumes all the values in the attribute by ascending its concept hierarchy repeatedly one level at a time. The concept is the label of a node in the concept hierarchy. Then, we replace all the values in the attribute by the concept. During this process, distinct values may correspond to the same concept. After we generalize the values of the attribute Age, we get table 3.

<table>
<thead>
<tr>
<th>Type-of-Car</th>
<th>Age</th>
<th>Income</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sports</td>
<td>Young</td>
<td>58000</td>
</tr>
<tr>
<td>Sports</td>
<td>Young</td>
<td>60000</td>
</tr>
<tr>
<td>Sports</td>
<td>Young</td>
<td>65000</td>
</tr>
</tbody>
</table>

Table 3.

Similarly, after we generalize the values of the attribute Income, we get the table 4 in which all tuples are identical.

<table>
<thead>
<tr>
<th>Type-of-Car</th>
<th>Age</th>
<th>Income</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sports</td>
<td>young</td>
<td>high</td>
</tr>
<tr>
<td>Sports</td>
<td>young</td>
<td>high</td>
</tr>
<tr>
<td>Sports</td>
<td>young</td>
<td>high</td>
</tr>
</tbody>
</table>

Table 4.

Now, all of the tuples have the same values. Identical tuples are merged together. We store the total count of such merged tuples [table 5].

<table>
<thead>
<tr>
<th>Type-of-Car</th>
<th>Age</th>
<th>Income</th>
<th>Count</th>
</tr>
</thead>
<tbody>
<tr>
<td>sports</td>
<td>young</td>
<td>high</td>
<td>3</td>
</tr>
</tbody>
</table>

Table 5.

To generate an intensional answer, we select the tuple and construct a conjunction of maximal concepts. In our example, we get the following intensional answer: “typical buyers of sports cars are young people with a high income.”.

In our approach, we can support intensional answers at multiple abstraction levels. If a user wants to get more specific intensional answers, we perform back substitution. We can replace the concept young with “the age between 25 and 35” and replace the concept high income with “income greater than $55,000”. Then, we get the following intensional answer that “typical buyers of sports cars are people whose age is between 25 and 35 and whose income is greater than $55,000”. If a user wants to get more general intensional answers, we try to find concepts which can be generalized to slightly higher concepts or concepts in virtual hierarchies that match conjunctions of the maximal concepts in the normal intensional answer. For example, we have a node in a virtual hierarchy, saying that if a person is young with a high income, then the person is called “Yuppy”. We replace the conjunction of the maximal concepts, young and high income, by the concept Yuppy in the virtual hierarchy. Then, we can get a more general intensional answer, such as “the typical buyers of sports cars are Yuppies”. By allowing intensional answers at multiple levels, we can generate not only a higher-level intensional answer but also a lower-level intensional answer.

5. CONCLUSIONS

Conventional database answers to queries, usually given as lists of objects, are not always the best means of efficient and effective communications between users and the database systems, especially when the answers include a large number of objects. Large sets of objects need to be summarized or reduced to descriptions of a form. Thus, it is necessary to enhance user-machine interfaces to conventional databases with additional features.

In this paper, we have presented a partially automated method for deriving intensional answers at multiple levels from large sets of extensional answers. We have applied and extended the inductive and attribute-oriented data mining method [2] for our task that provides more meaningful intensional answers to queries. An intensional answer characterizes an extensional answer and can provide more insight into the nature of the extensional answer. The capability to generate intensional answers at multiple levels enhances the man-machine interface to databases. The intensional answers may be used in many applications, including promotion and marketing.

In our approach, first, we build a concept hierarchy for each attribute and virtual hierarchies based on the concept hierarchies. Second, after a query is presented to the system, we find an extensional answer. Third, we derive an intensional answer from the extensional answer by characterizing the features of the extensional answer with the concept hierarchies and the virtual
Finally, we derive a more generalized answer or a more specialized answer according to a user's interest. Our approach provides a simple and reasonable way of providing intensional answers at multiple levels in database systems. Also, our approach is complete in the sense that it discovers all of the nonredundant intensional answers. The possibility of redundancy within intensional answers does not exist.

It may be interesting to use different computational methodologies to get intensional answers. Currently, we are building a prototype to perform experimentation on the proposed method. We are extending our approach with some modification to other data models, such as object-oriented and deductive ones.
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