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Abstract
New application areas like Computer Integrated Manufacturing and others are demanding for "object-oriented" database technology. The right approach to extend database technology towards object-orientation is therefore one of the hot research and development issues in the database research community. Sometimes very controversial and confusing discussions are taking place, partially very simply due to the fact that the point of view under which the argumentation takes place is not made clear. After a discussion of the different approaches and their underlying motivation, a possible combined approach which takes advantage from the benefits of either approach is outlined and some of the remain open issues are addressed. In total, the paper is attempting to give some answers to the questions why an extension of database technology towards object-orientation is needed and for whom it would be beneficial. It also tries to give some indications for what kind of demands it should be prepared.

1. Introduction and Background

Today's SQL-based [1,2] relational database management systems (DBMSs) have been developed having traditional, data intensive applications in mind. They been designed to provide adequate support for searching in large amounts of data for the information on entities or real world objects to be retrieved. In this scenario, the objects of the real world usually can be represented by one tuple or a small number of tuples respectively, e.g. to store a multi-valued attribute like a repeating group, for example. Nowadays, the focus of interest is moving towards the integration of non-traditional application areas like Computer Integrated Manufacturing (CIM), office, geographical applications, etc. Here the problem is to integrate complex applications using large, complex structured data objects, each of these representing different phases of an overall engineering design task to be performed. Figure 1 illustrates the state of the art in the design of robot based manufacturing processes. Very often, different hardware and software systems are used to perform the different steps of the overall design task. As a result, whenever one step is completed, the data has to be moved via data exchange (file transfer + data conversion) to the next system to perform the subsequent design step.

Unfortunately, there are a couple of problems related with this procedure. At first, in many cases not all the data produced at one system can be automatically carried over to the subsequent system due to limitations in the data exchange programs. As a consequence, manual follow-up treatment is often required, creating additional efforts and potential sources of errors. A second and much more serious problem is the total absence of system enforced control mechanism to automatically "mark" all these data (versions, representations) accordingly. It, therefore, can rather easily happen (and it happens!) that people continue to work with obsolete versions of data without recognizing it. This is especially "funny" if that kind of problem is only detected at manufacturing time at the shop floor.

A scenario where the local data stores shown in Figure 2 are replaced by a common engineering database would therefore certainly be much more desirable. In the ideal case all application systems would directly fetch from and store their data into the common engineering database. Although consistency and redundancy-free management of data is also not automatically achieved, the pre-conditions for coming closer to that goal are much better. Unfortunately, to use today's relational DBMSs in a clean and proper way for this purpose would cause a lot of problems. At first, relational DBMSs require to represent all information in simple tabular form (with rows called tuples and columns called attributes) in which only elementary (atomic) entries (attribute values) are allowed.
Figure 1 is showing some of the information which would be needed to support a computer based robot programming and simulation system (a more detailed treatment of this issue can be found in [4] and [5]). To be represented in proper relational form several tables (relations) similar to those shown in Figure 3 would be necessary (in reality we would even need 15 and more tables to represent the robot information properly; cf. [4]). As the information has to be spread over many tables already simple queries are leading to complex SQL expressions (see Query 1). As one can easily imagine, the complexity of such queries is far beyond that what a "normal" engineer is usually willing to accept.

Unfortunately, not only the complexity of the query is prohibitive but also the resulting response time would be orders of magnitude larger than with the file based solutions of today. Moreover, due to the nature of the join operation which has to be used to combine the tuples (records) from the different tables into one result table, this result table will be very large and will contain many redundant entries; in many cases probably even more than 90%. Alternatively, an application program could be written to "manually navigate" between the tables using SQL. This is certainly also no attractive solution.

Regardless of the alternative which is selected, processing of the result of this query by the application program becomes slow and cumbersome. For these and other reasons the relational DBMSs of today can not be adequately used for engineering applications. If they are used at all, they are usually managing "byte containers" which contain the real data. Some information about the contents...
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technology and its related achievements and remaining weaknesses. In Sect. 3 the different approaches for object-oriented databases pursued in the DBMS R&D community are presented and discussed. How a combined approach taking advantage from the strong technologies at either side is outlined in Sect. 4. The paper ends with a summary in Sect. 5.

2. Achievements of Relational Database Technology

The first generation of DBMSs which based on the hierarchical [12] or network [13] data model was (more or less) directly exposing its internal linked record database structures to the application programmer. As a consequence, the application programs were rather heavily dependent on the underlying physical database structures. The introduction of the second generation of DBMS products based on the relational data model [14] in the early eighties has significantly simplified application programming and usage of database technology in total. In these DB systems in all information has to be stored in simply structured ("flat") tables and all relationships between tuples of the same or another table have to be represented by appropriate attribute values, e.g. so-called primary key - foreign key relationships [3]. By doing so, the degree of separation between database and application program has been enlarged significantly compared to the first generation DBMSs. In those DBMSs nearly every kind of schema change (e.g. adding a new record type or adding a new attribute to an existing record type) requires program modifications or at least re-compilation of all application programs referring to this schema. Opposed to that, in relational DBMS tables as well as indexes can be dynamically created and dropped. Virtual tables (views) are an additional mechanism for providing a higher degree of independence of application programs from physical database structures.

The relational SQL database language which has become an ISO standard in 1987 [1] is additionally contributing to shield the application program from physical database structures. Instead of procedural navigation between records (tuples), the desired information to be retrieved is described in a declarative way. As SQL is based on a solid formal basis (relational algebra, relational calculus), the DBMS can internally transform SQL query expressions into equivalent query expressions to find the optimal way for executing the query. That is, a relational DBMS is able to perform *query optimization* by itself. The application programmers, therefore, can formulate their queries such that they appear most natural to them and need not (at least should not have) to worry about how these queries will be executed. This aspect of system provided query optimization becomes especially important if database queries are not directly formulated by humans but are generated by application programs [15] or in the context of distributed databases when queries have to be decomposed and executed at remote sites [16]. Over the last ten years relational DBMS technology has also been significantly improved to meet even high performance requirements making it possible to use these systems also for operational applications [17]. In addition, powerful concepts like referential integrity features supporting cascading delete and cascading update operations, assertions, triggers, and other things are already available or will be available in the near future [18] making SQL-based DBMSs very powerful for a large variety of applications.

Despite all these achievements the relational DBMSs of today reveal severe weaknesses when to be applied in so-called *non-standard application areas* as already pointed out above. When working on extensions DB technology towards object-orientation we should try as hard as we can to preserve the technological achievements of this technology. This target will also be the guideline for the subsequent discussions.

3. Approaches Towards Object-Orientation

Depending on whether DBMS technology is seen as tool to support application development or the aspect of integration of applications is in the foreground, the discussion about object-orientation of DBMSs or object-oriented DBMSs (OODBSs) is performed from a programming language oriented point of view of from a DB-system-oriented point of view. In the first case the behavioural aspect of OODBMS is usually more emphasized. In the second case the concentration is more on the structural aspect of OODBMSs in general. One could also say that the goal (the OODBMS) is approached from two different sides (see Figure 4). We will first discuss the two approaches separately in the following two subsections and then try to outline a possible combined approach in Sect. 4.
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Figure 4: Approaches Towards OODBMS Technology

3.1 Programming Language Oriented Approaches

Compared to the query languages of the first generation DBMSs, SQL is a very elegant, easy to use, and powerful query language. Unfortunately much of this elegance of SQL gets lost when using the application program interface (API). One reason is that SQL is not fully integrated into the programming language used for application programming. That is the SQL statements used within application programs are not an integral part of the (host) programming language but are only *embedded*. A special host-language dependent SQL pre-compiler has to be used to translate these embedded SQL statements into respective statements of the host programming language. The other reason is that SQL is a set-oriented query language returning a set of tuples as the result of a DB query while the usually used host programming languages only support one-record-at-a-time processing. Cursors and corresponding FETCH operations are to be used for transferring the result of an SQL query, one tuple after another, into respective programming variables of the host program.

To overcome these problems extensions of programming languages with fully (transparently) integrated DB interfaces have been proposed and implemented. The earliest and best-known proposal of this category is Pascal/R [19] which has stimulated a lot of research activities, today usually labelled as *persistent programming*.
(languages) or persistent data types [20]. Nowadays the focus has moved from embedding simple relational structures and related operations, however, towards more complex structured entities (objects, object classes) and their related operations (methods). Objects and their related operations are considered as being one unit. Application programs are accessing objects for reading or modification purposes only via methods associated with these objects in general. Consequently, the (internal) object structure is usually not visible to the applications using it. As opposed to embedded SQL the database interface is (at least to a certain degree) transparently integrated into the object-oriented programming language by declaring an object type to be persistent of by providing respective methods to read and write objects. The "host" programming languages discussed in this context are usually offering very advanced object-oriented programming features like powerful type and class concepts, inheritance, polymorphism, etc. [20]. Consequently, when talking about the required features of a DBMS to be called "object-oriented" groups following this approach are emphasizing the object-oriented programming language features (cf. [10] for example). First commercial products basing on C* [21] and Smalltalk [22] respectively which follow this philosophy are currently already appearing at the market place.

3.2 Database System Oriented Approaches

When talking about "efficiency" of OODBMSs in the context of the programming language oriented approaches described above, usually either the saving in application development time is meant or the performance (e.g. access time) of the resulting solution compared to a "hand coded" one. Usually, also only a relatively small number of objects (which may be rather complex ones however) is assumed. As a consequence, sophisticated query capabilities, algebraic query optimization, and automatic access path selection are not the major issues under consideration there. Opposed to that, more "system near" DBMS R&D groups are concentrating on the integration aspect and, therefore, are usually much more concerned about the DBMS related performance and internal DBMS functionality issues. An OODBMS which is behaving only well for retrieving some of the few complex objects it is managing but is behaving badly when having to search in large collections of data ("the commercial bread and butter applications") is considered to be not acceptable. On the other side, to have totally different types of database systems for either scenario is not desirable as well because of the resulting redundancy (consistency) and integration problems. In order to keep the DBMSs efficient the system-oriented approaches to OODBMS tend to keep a much lower profile with respect to proposing fancy object-oriented database or data model extensions compared to groups who are favouring the programming language oriented approach described above.

The challenge is to find appropriate DBMS enhancements for the data representation and query capabilities such that "orthogonality" and "closure" of language constructs is achieved or preserved respectively and that APIs can be developed for these more powerful data structures which permit safe application programming. Orthogonality means that query language expressions can be (nearly) arbitrary combined or nested. Wherever a constant value of a certain type is syntactically allowed, a variable, a function, or an expression returning a value of this type is allowed as well. Today's SQL is not orthogonal in this sense (no table "expressions" are allowed in the from-clause, for example), but future SQL standards will very likely improve this situation to certain extent [18]. Orthogonality is a very important factor for making database as well as ordinary programming languages easier to understand because no complex exception rules have to be obeyed. Closure means that one never "leaves" the data model. That is every query expression produces a result type which is also a legal object type (structure type) of the underlying data model and thus could either be directly stored in the database or could be input for a subsequent query step (nested queries; more detailed discussions of these aspects can be found in [23, 24]).

Among the various proposals for extending database technology to support "new" data models providing at least a certain degree of structural object-orientation, nested relations (also called NFZ Relations) [7] are certainly having the broadest theoretical basis. The reason is that work on generalizing the relational theory has already been started in the early eighties and has led to many results with respect to appropriate extensions of the relational algebra and its underlying theory [7, 25, 26], appropriate SQL language extensions [27, 28], and database design theory [29, 30, 31], to name just a few out of each area (see [32], for example, for further references). AIM-P [33] (in the initial phase) and DASDBS [34] are examples of experimental DBMSs based on this approach. Unfortunately, also nested relations are offering only rather limited facilities to structure data (or object). Already a simple thing like a vector of integer numbers, e.g. a series of measurement values, can not be represented adequately.

Therefore further developments of the NFZ data model have taken place which finally resulted in a data model supporting lists, sets, tuples, and atomic values in practically every combination as legal database objects (cf. Figure 5). AIM-P [35, 36] and also OZ [37] are both based on this type of data model. Beside offering a more powerful data model and a DB query language supporting it, the support of user defined data types and functions played a major role in the development of AIM-P [38].
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One target was to enable users to enhance the system's query capabilities by implementing their own functions which could be used within AIM-P's SQL-like query language called HDRL (Heidelberg Data Base Language [27, 35]). Another target was to support these data types and functions also in the application programming interface. By doing so, the same user defined functions applicable within HDRL become applicable in the application program as well. More interesting however: the DBMS can be used to efficiently load complex objects into predefined main memory structures for further processing within the application program. As these "external" data representations are the same as being used to implement new functions for HDRL, additional application specific functions and procedures can be provided to implement a high-performance main memory based object cache as been done in conjunction with the R'D2 project.
This mechanism has been used for example to provide abstract data types (hiding the object cache internals) for a robot programming environment like the one illustrated in Figure 2 (but with an integrated engineering database based on AIM-P [5]).

In AIM-P it is left up to the type implementor whether the (internal) structure of the type (which is constructed using HDBL's basic data types and its set, list, and tuple constructors) or whether it shall be hidden (called encapsulated types [38]). By doing so, the type implementor can decide whether just an additional built-in function is wanted or an abstract data type behaviour shall be enforced. To be able to adequately support hidden types in AIM-P's interactive ad hoc query interface the type implementor can provide display functions which will automatically replace AIM-P's standard output screen representation for all data of this type [42]. AIM-P also allows the application programmer to decide himself/herself whether to use the type mechanism to move database objects into respective main memory structures, or to use nested, hierarchical cursors (one cursor for every level of the hierarchy) to transfer the object attribute wise or tuple wise into appropriate host program variables, or to mix both concepts [43]. In the first case a so-called "external type representation" to be used in the application program is generated by AIM-P's type compiler [38]. This external type representation is used in the sequel to pass the object from the database to the application program and vice versa. In the second case the application programmer decides how the main memory representation shall look like but a sequence of cursor operations will be necessary in general to fill the application program's data structure.

Updates can be (like in SQL) performed by either using the respective HDBL commands or by using the API. If the API is used all updates are performed locally at first in the so-called object buffer which is under the control of the API run-time system. An object buffer is created when a database retrieval operation is issued from the API. The query result (the object(s)) is passed to the API run-time system using the object buffer. The object buffer is also used in the sequel to reflect all modifications performed by the application program using the API. Last but not least the object buffer is used to communicate the changes to the DBMS at commit time. The implementation of the object buffer is done such that only the modified parts are communicated by the API run-time system to the DBMS (cf. [44] for further details on this subject).

Unfortunately, due to the rather limited support for dynamic data structures in most conventional programming languages (HDBL has been embedded in Pascal), much of the elegance of this data model is lost when using the API. Also the function mechanism supported to enhance AIM-P's query capabilities is rather limited compared to the powerful methods (in conjunction with the inheritance of methods) proposed by programming language oriented groups. That is many of the arguments which have lead to the programming language oriented approaches for OODBMS mentioned in Sect. 3.1 are still valid. On the other hand, many of the programming language oriented proposals are rather weak in the database part, especially under the aspects of adequate structural representation of objects, concurrency control, high-level query languages, query optimization, automatic access path selection, etc. It would therefore be desirable to combine both approaches to benefit from the good technologies at either side. How such a combined approach could be look like shall be outlined in the following.

4. Towards a Combined Approach for OODBMS

Complex design tasks like e.g. computer aided robot assembly or computer aided parts design are touching the objects to be worked with very often more than once. That is usually sequences of operations (methods) are applied rather than finishing the task with just one method invocation. To cross a DBMS query interface multiple times to apply the desired sequence of methods is both awkward and inefficient in most cases. For such kind of application local processing (within the application program) is therefore desirable. In such cases the database related part should be reduced to fetch the object(s) wanted and to propagate the changes back to the database after the modifications have been locally performed. This means that the sophisticated methods for modifying objects have to be available in the application programming environment in the first place. There is no such strong need to have all of these methods also available as part of the DBMS kernel or as part of the DB query language respectively.

This separation can only properly work, however, if the DBMS can "trust" the application programming environment that all modifications performed have been done using the related methods. That is no application program has illegally "by-passed" any method. Otherwise costly integrity checks would have to be performed during check-in processing by the DBMS which would probably completely eliminate the advantages of this approach. DBMS based integrity checking should be reduced to such cases where no predefined methods which are enforcing the respective integrity constraints can be applied. To go that way means that the DBMS based integrity checking mechanism has to be coordinated somehow with the method implementation to avoid double checking or missed checking. This may also require to use special coding mechanisms such that the DBMS can determine with safety whether a certain modification has been performed by using the respective method or not. Superimposed coding (that is some kind of check sum computing) plus cryptographical methods may be helpful techniques for doing this. This separation of processing does not mean that only simple query capabilities have to be provided by the DBMS. In order to efficiently determine the objects wanted within may be large collections of "similar" objects, adequate search capabilities have to be offered as well. This leads rather naturally to the requirement to support user defined data types and functions (methods) at the DBMS side as well. They can be reduced however to a large extent to the support of new types of query predicates or visualization of new data types when using the interactive ad hoc query interface (if provided).

A certain problem is the identification of object modifications when following this approach. For efficient back propagation of changes to the DBMS (especially in the context of versioned objects) the modified objects should not (or even can not) require to simply overwrite the old objects in the database. Instead, only the changes should be communicated (or should be at least easily detectable) to allow the DBMS to select the most appropriate update strategy. As this is crucial for consistency reasons (no modifications should be "forgotten") as well as for performance reasons, the DBMS provided type representations in the object buffer and the respective usage in the application programming environment (e.g. to implement new methods) have to be carefully coordinated. This is certainly a point which deserves further attention.

Last but not least a similar (at best the same) "look and feel" should be provided for all host programming languages using the database. To avoid a "semantic break" between the database data model and the respective programming language representation appropriate "embedded" data structures and operations defined on it have
to be provided in a uniform way. How this could look like is demonstrated in O2 for example [45, 46]. That is the application programmer should not have to worry about how a "list of list of set of ..." is physically represented in the host programming language used. He/she should only work with appropriate high-level structures and operations within the application program. The mapping to real data structures and operations of the host programming language should be done by the pre-compiler. This is also a point which deserves some more attention. The discussion about data structures and operations is also leading to the question which kind of data model should be supported by the DBMS. Shall it be set-oriented and value-based, or shall it support explicit links and navigation?

When discussing about navigation one has to carefully discriminate between navigational access within objects and navigation between objects. Navigation within objects is a must without any question. This is nothing new, however. The cursor construct provided by today's SQL API is nothing else than a mechanism to navigate in the result table (the result "object"). More complex result structures, once supported, will certainly require more powerful navigation mechanisms than are provided today. Opposed to that, navigation between objects, especially in conjunction in a record-oriented way of database access would be a major step backward into the direction of first generation DBMSs. As far as flexible object structures and shared subobjects are concerned, one could think of appropriately extended SQL query capabilities based on a higher level (e.g. ER-like) data model allowing to describe dynamically and to retrieve even network-like result (object) structures based on flat relations [47, 48, 49]. With such extensions there should only be very few cases left over where "manual" navigation remains to be necessary.

There are sometimes also rather dogmatic discussion on either side about the differences between a primary key and an object-id. It would certainly be preferable to have not more different concepts to support than necessary. A more general treatment of the attribute concept might be the right way to achieve this goal. One could, for instance, distinguish between attributes whose values can be user-provided, system-provided, or both. This would allow the DBMS to automatically generate attribute values on demand and depending on the attribute type and further characteristics (e.g. primary key). Orthogonal to this concept one should be able to define whether an attribute value, once provided, may be changed (updated) or not. By doing so, the concept of an object identifier and the concept of a primary key are just variants of the same basic concept. Normal SQL-like query mechanisms could then be used to select such objects. Clearly, appropriate language constructs have to be provided to discriminate between retrieving only the object identifier and the object itself. But this is trivial (cf. [27], for example).

5. Summary

Without any doubts database technology is one of the key technologies for performing the complex integration tasks many industrial and other companies are faced with already today or in the foreseeable future. As has been illustrated in the paper, today's database technology is not really prepared yet to adequately support the demands arising from non-standard application areas like, e.g. Computer Integrated Manufacturing which we have also used to study the problem. The same kinds of problems are also appearing in other application areas like office, geographical, medical, and other non-traditional application areas. That is, the current discussion about extending database technology towards object-orientation has its real practical roots. This answers also the question in the title why database technology should be extended towards object-orientation.

We have also elaborated the different points of view under which the current controversial discussion on OODBMSs are taking place at present and have pointed out some the strengths and weaknesses of the related proposals. We have discussed the different requirements or priorities respectively when focussing on the aspect of speeding up application development and when focussing on the aspect of implementing integrated applications. This was an attempt to give some more insights for whom database technology has to be extended and for what kind of problems the new technology has to be prepared.

Finally, we have tried to outline how a combined approach could look like which takes advantage of the good technologies available or under development at either side. In this context we have also addressed some of the open issues which deserve further attention.
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