The field traditionally known as system analysis was first applied to information systems, and so had an organizational and application orientation. The field of requirements engineering seeks to incorporate an engineering orientation into systems analysis.

The most widely known, and perhaps the most significant, products of this engineering orientation are the various development methods and their associated automation support tools. Unfortunately, many of these prescriptive methods pay little or no attention to how context influences decomposition and evolution. Practitioners, who are used to focusing on context, find these methods to be inadequate. So the gap between practice and research is still very wide.

The conventional wisdom about requirements engineering is rapidly evolving, however, and the latest research is taking context into account.

Developments in requirements engineering are following trends in system development: In the first wave of system development, the focus was on writing code. Small and large system development alike were viewed as a single activity, not an organized process with several stages. The next wave saw the introduction of the development life cycle, of which requirements analysis was the first phase. Next came the adoption of evolutionary development models and the acknowledgment, at least from practitioners, that implementation may often proceed from incomplete requirements. The evolution of...
requirements engineering has benefited from both the information-systems and software-engineering paradigms. Today a variety of approaches judiciously mix techniques borrowed from both strands. Definitive claims about the superiority of one paradigm over the other are not only premature but fundamentally questions that include:

- What constitutes a requirement?
- What issues of practice need further attention?

REQUIREMENTS ENGINEERING ACTIVITIES

Most software-engineering professionals believe that the requirements phase has its own life cycle. The phases of it have been given different labels. In the 80's Herb Krasner identified five phases: need identification and problem analysis; requirements determination; requirements specification; requirements fulfillment; and requirements change management.1 More recently, Matthias Jarke and Klaus Pohl proposed a three-phase cycle: elicitation, expression, and validation.2

However the phases may be sliced, it has long been realized that requirements evolve through a series of iterations. The Inquiry Cycle Model proposed by Colin Potts and colleagues takes this view.3 It integrates three phases — documentation, discussion, and evolution — and has stakeholders use scenarios to identify and validate requirements. The validation is accomplished by stakeholders challenging proposed requirements with the intent of obtaining a clearer understanding of the justifications for the requirements' existence. On the basis of this validation, stakeholders can freeze or change a requirement in the final phase.

The software-engineering community has extended this decomposition paradigm to propose that systems can be built using a standard repertoire of components. Jarke and Pohl have suggested, for example, that one-shot requirements-engineering projects may be replaced by a "requirements-engineering practice," which puts together standard components in innovative fashions rather than continuing the practice of reinventing the components themselves.2

As we've said, the biggest drawback of the reductionist view of partitioning things into smaller parts is that context will influence the decomposition.
Indeed, for Jarke and Pohl the juxtaposition of vision and context is at the heart of managing requirements. They define requirements engineering as a process of establishing visions in context and proceed to define context in a broader view than is typical for an information-systems perspective. Jarke and Pohl partition context into three worlds: subject, usage, and system. The subject represents a part of the outside world in which the system — represented by some structured description — exists to serve some individual or organizational purpose or usage.

**WHAT CONSTITUTES A REQUIREMENT?**

The oldest and perhaps most widely shared piece of conventional wisdom is that requirements constitute a complete statement of what the system will do without referring to how it will do it. The resiliency of this view is indeed surprising since researchers have long argued against this simple distinction.

Clearly, requirements and design are interdependent, as practitioners surely realize. Perhaps the continuing prevalence of the "what vs. how" distinction is due to the well-meaning desire on the part of requirements engineers to avoid overconstraining implementers. Other reasons for the persistence of this debate are explored elsewhere.

Another common distinction is the separation of functional (or behavioral) and nonfunctional requirements. Again, practitioners have found that, for many applications, this distinction is not clear. Some requirements that may appear to be nonfunctional at first become, in due course, functional. In the past, most researchers have focused on functional requirements. The article by Barry Boehm and Hoh In in this issue reflects the more recent trend to direct attention to nonfunctional requirements issues. For some time now, the software community has realized the need to broaden its view of requirements to consider the context within which the system will function. Alex Borgida, Sol Greenspan, and John Mylopoulos' work on the use of conceptual modeling as a basis for requirements engineering was a major signpost in directing researchers to this perspective. The article by Hans Nissen and his colleagues in this issue reports on recent experiences in applying conceptual-modeling techniques.

More recently, Michael Jackson has advanced another way to look at context. Jackson faults current software-development methods for focusing on the characteristics and structure of the solution rather than the problem. Software, according to Jackson, is the description of some desired machine, and its development involves the construction of that machine. Requirements are about purposes, and the purpose of a machine is found outside the machine itself, in the problem context. He has, therefore, argued for a shift towards a problem-oriented approach that seeks to distinguish different characteristics and structures in the application domain. Adopting this problem-oriented approach means that the requirements for a system can simply be viewed as relationships among phenomena in the domain and a specification is a restricted kind of requirement; it is restricted because it must be expressed in terms of domain phenomena that are shared with the machine to be constructed.

This characterization of requirements and specification is indeed very general. However, Jackson animates it into a method by devising a general problem frame, analogous to those proposed by the mathematician, George Polya. In Polya's terms, software development is a three-part problem: the domain, the requirements, and the machine. Jackson argues that for any method to be powerful it must exploit the specific features of the problem and because problem features vary widely, we need a repertoire of methods each suitable for a certain class of problems. This view puts the knowledge of both the domain expert and the analyst at the heart of requirements engineering.

Joseph Goguen shares Jackson's broad view of requirements. But, while Jackson's distinctive contribution is primarily concerned with how requirements are represented, Goguen's novel contribution centers on how requirements should be produced. Goguen argues that requirements are information, and all information is situated and it is the situations that determine the meaning of requirements. Taking context (or situations) into account means paying attention to both social and technical factors. Focusing on technical factors alone fails to uncover elements like tacit knowledge, which cannot be articulated. Therefore, an effective strategy for requirements engineering has to attempt to reconcile both the technical, context insensitive, and the social, contextually situated factors.

For Goguen, requirements are not things "out there" flying about like butterflies. Nor is the job of the analyst to find some suitable net to capture them. Requirements emerge from the social interactions between the system users and the analyst. This goes beyond taking multiple viewpoints of the different stakeholders and attempting to reconcile them because it does not attempt, a priori, to construct some abstract representation of the system. Current methods of eliciting tacit information, such as questionnaires, interviews, introspection, and focus groups are inadequate, as Goguen points out.
Instead, he advocates “ethnomet hodology.” In this approach, the analyst gathers information in naturally occurring situations where the participants are engaged in ordinary, everyday activities. Furthermore, the analyst does not impose so-called “objective,” preconceived categories to explain what is occurring. Instead, the analyst uses the categories the participants themselves implicitly use to communicate.

**Trends in the last decade have made the requirements-as-contract model irrelevant to most developers today.**

**REALITY CHECK**

Descending from the lofty considerations of the fundamental nature of requirements, here we recommend some practical issues that require greater attention. A careful examination of these issues actually reveals a considerable level of compatibility with the perspective shifts urged by Jackson and Goguen.

Most requirements-engineering work to date has been driven by organizations concerned with the procurement of large, one-of-a-kind systems. In this context, requirements engineering is often used as a contractual exercise in which the customer and the developer organizations work to reach agreement on a precise, unambiguous statement of what the developer would build.

Trends in the last decade — system downsizing, shorter product cycles, the increasing emphasis on building reusable components and software architectural families, and the use of off-the-shelf or outsourced software — have significantly reduced the percentage of systems that fit this profile. The requirements-as-contract model is irrelevant to most software developers today.

Other issues are more important:

- **Supporting market-driven inventors.** The bulk of the software developed today is based on market-driven criteria. The requirements of market-driven software are typically not elicited from a customer but rather are created by observing problems in specific domains and inventing solutions. Here requirements engineering is often done after a basic solution has been outlined and involves product planning and market analysis. The paramount considerations are issues such as available market window, product sizing, feature sets, toolkit versus vertical application, and product fit with the development organization’s overall product strategy. Classical requirements engineering offers very little support for these problems. Only recently have researchers begun to acknowledge their existence.9

- **Prioritizing requirements.** Competitive forces have reduced time to market, causing development organizations to speed development by deliberately limiting the scope of each release. This forces developers to distinguish between desirable and necessary (and indeed, between levels of needed) features of an envisioned system. Further, modifying certain noncritical requirements may enable an envisioned system to be realized using one or more off-the-shelf components. Yet there has been little progress to date on mechanisms for prioritizing requirements and making choices on which of those among a set of optional requirements will be satisfied by a given system release.

- **Coping with incompleteness.** One impetus for the switch in the ’80s to the evolutionary development model was the recognition that it was virtually impossible to make all the correct requirements and implementation decisions the first time around. Yet most requirements research agendas continue to emphasize the importance of ensuring completeness (in the sense of having no missing parts) in requirements specifications. However, incompleteness in requirements specifications is a simple reality for many practitioners. Some may even claim that completeness in real-world requirements specifications is a utopian state about as achievable as getting it right the first time! Goguen echoes this view in his criticism of current methods for their prescriptiveness and their insistence on the existence of a complete specification.10 The real challenge is how to decide what kinds and levels of incompleteness the developer can live with. To this end we need techniques and tools to help determine appropriate stopping conditions in the pursuit of complete requirements specifications — enabling such clarification to be postponed to a later development stage (or a later “spiral” in the system’s evolution).

- **Integrating design artifacts.** Developers need faster ways to conveniently express the problem to be solved and the known constraints on the solution. Often, getting to this fast outweighs the risk of overconstraining design. As Shekaran and others have observed elsewhere, requirements engineering becomes more of a design and integration exercise in this context.11 We need “wide-spectrum” requirements techniques that can capture and manipulate design-level artifacts, such as off-the-shelf components. To date, there have been very few concrete results in providing support for the task of evaluating alternative strategies for satisfying requirements (a “design-like” task). However, the burgeoning interest and activity in requirements tracing may offer some solutions in the near future. In this issue, Pinheiro and Goguen offer an early look at tool support that can be provided for tracing requirements.

- **Making requirements methods and tools more accessible.** Today, many practitioners use general tools like word processors, hypertext links, and spreadsheets for many requirements engi-
neering tasks. Given the wide variety of contexts in which requirements are determined and systems are built, researchers may be well-advised to focus on specific requirements subproblems (for example, tracking and managing software priorities) and consider building automation support in the form of add-ons to existing general-purpose tools. Less accessible to practitioners are methods that prescribe a major overhaul of an organization’s requirements process and the use of large, monolithic tools.

W e believe the key mission for the requirements-engineering community is to continually narrow the ever-growing gap between research and practice. To that end, we close with some apt advice from the poet Stevie Smith, cited by Peter Checkland:

> It is very nice to have feet on the ground if you are a feet-on-the-ground person. I have nothing against feet-off-the-ground person. I have nothing against feet-off-the-ground people. They are all aspects of truth or motes in the coloured rays that come from coloured gies and stains the white rays of eternity.
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**Avoid these Requirements Management Mistakes**

1. Misunderstanding key user problems and needs
2. Discovering missing or wrong requirements late in development
3. Not communicating requirement priorities and status to the team
4. Underestimating the cost of changing requirements

These mistakes cause schedule delays, missed expectations and even project cancellations. You owe it to your team to learn about Requisite, the leading groupware tool for requirements management. Requisite makes your projects easier to build, easier to test, and easier to manage. And because it integrates with Microsoft Word, it won't change the way you work.

“Effective requirements management is where we can often achieve the greatest leverage in application development, and Requisite does an excellent job.”
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