YOU can't control what you can't measure. That fundamental reality underscores the importance of software metrics, despite the controversy that has surrounded them since Maurice Halstead put forth his ideas on software science. Skeptics claim metrics are useless and expensive exercises in pointless data collection, while proponents argue they are valuable management and engineering tools.

But what are metrics? What benefits do they provide? What are their limitations? Should — and can — I use them on my project? Which should I use? How? The six theme articles in this issue explore these questions and provide some answers.

**What metrics are.** Metrics are simply quantitative measures of certain characteristics of a development project. They may measure any of several things:
- products (like code and documentation),
- the development process (aspects of development activities),
- the problem domain (like telecommunications, management information systems, and process control), or
- environment characteristics (like people, the organization, and tools).

From the software engineer's or manager's perspective, metrics can represent a tool that, when properly used, enhances management control over the development process and product quality. Only in its first human generation, software engineering is an adolescent activity that needs metrics to record and transmit information about what is humanly possible and practical as software engineering becomes a real engineering discipline.

This conceptual view of metrics is both simple and intuitively appealing. In practice, of course, there are many difficult areas that must be addressed.

**How to use metrics.** First, you must define the framework for your metrics. You cannot apply metrics without first understanding what you want to measure and how you will measure what you want to know about. In "Design Measurement: Some Lessons Learned," H. Dieter Rombach describes how to do this by explaining what he has learned in applying metrics to software design for several projects.

With a framework in place, you must focus your metrics to achieve project-specific results. To do so requires getting the metrics results in a form you can use to monitor and modify your development effort. The earlier in the life cycle you do this, the more control you have on quality, in terms of functionality, reliability, cost, and schedule. Three articles explore different approaches to using metrics to build quality in early during development.

Based on real projects at Hewlett-Packard, Bob Grady describes in "Work-Product Analysis: The Philosopher's Stone of Software?" how to make metrics a useful part of your development process. He focuses on metrics for software complexity, which you can use to flag potentially nettle-some problems early in the life cycle, before they become expensive to undo or patch. Similarly, in "Predicting Source-Code Complexity at the Design Stage," Sallic Henry and Calvin Selig describe how to use metrics to gauge the quality of your source code at the detailed-design stage, before coding begins. They also evaluate
SOLUTIONS.

As an instrumental member of a dedicated engineering team, you can help provide solutions that directly impact major projects. Projects that range from new product development to redefining existing technologies. If you are looking for challenge and growth, consider the solution to your career growth—Northrop DSD.

Metrics let you do more than predict potential problems during development. You can also use them to gauge qualities like reliability. In "Applying Reliability Measurement: A Case Study," Wills K. Ehrlich, S. Keith Lee, and Rex H. Molisani show how one metrics model can accurately predict the number of defects remaining in a system. With such a model, you can know when your software has reached your quality target and stop testing.

These articles show that metrics are worthwhile. But implementing a metrics program is not something you can do overnight, especially if your development efforts are the large-scale, mission-critical applications for which quality is a major concern. In "Implementing Management Metrics: An Army Program," Stewart Fenick describes how a US Army organization is instituting a metrics program for mission-critical software development. In explaining the plans, he defines the issues that any development organization must face when implementing a metrics program.

While metrics remain controversial, that controversy is diminishing as research results show their usefulness, as issues of software reliability and safety become part of the public consciousness, and as government and industry realize the growing dependence on software and the concomitant need to measure software's functionality, reliability, cost, and schedule. Remember: You can't control what you can't measure.
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