These methods are still developing and should begin to have practical value within several years. The extent to which traditional microprogrammers will turn to formal methods depends in part on the complexity of the microcode and the underlying microarchitecture. We suspect that formal firmware design methods will become important in cases where complex applications are migrated down to highly concurrent, high-performance microarchitectures. We also expect the results of the research described here to influence formal design methods for current and future architectures.
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